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MANUAL BÁSICO DE PROGRAMACIÓN en c
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**Manual básico de programación en C.**

**RESUMEN**

Este libro tiene como objetivo principal, la creación de una guía para los estudiantes del curso de programación en C. Además se orientará de una manera más didáctica y pedagógica, puesto que, de los textos que existían en la actualidad se recopiló y escribió. Debido a que algunos son muy ambiguos, complicados y en otros casos con contenidos incompletos o avanzados en exageración, tendiendo a dificultar las experiencias de los estudiantes. Por esta razón se ha tenido en cuenta una forma más amigable y accesible al usuario, para llevar al lector paso a paso enseñando los conceptos básicos de programación en C, y obtener con estos un aprendizaje más óptimo.

![](data:image/png;base64,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)

Guillermo Roberto Solarte Martínez Luis Eduardo Muñoz Guerrero.

Contenido

[Introducción 13](#_Toc403226791)

[CAPÍTULO I: 15](file:///C:\Users\Alejandro\Proyectos\libros\%5b2rev%5d%20Programacion%20en%20C%20UTP.docx#_Toc403226792)

[Introducción a la programación. 15](file:///C:\Users\Alejandro\Proyectos\libros\%5b2rev%5d%20Programacion%20en%20C%20UTP.docx#_Toc403226793)

[Historia de los lenguajes de programación 17](#_Toc403226794)

[Lenguajes de programación 17](#_Toc403226795)

[Lenguajes de maquina: 18](#_Toc403226796)

[Lenguajes de bajo nivel: 18](#_Toc403226797)

[Lenguajes de alto nivel: 19](#_Toc403226798)

[Los traductores de lenguaje. 20](#_Toc403226799)

[Compilador: 20](#_Toc403226800)

[Conceptos básicos de informática. 21](#_Toc403226801)

[Atributo: 21](#_Toc403226802)

[Dato: 22](#_Toc403226803)

[Campo: 22](#_Toc403226804)

[Registro: 22](#_Toc403226805)

[Archivo: 23](#_Toc403226806)

[Base de datos: 23](#_Toc403226807)

[Informatica: 23](#_Toc403226808)

[Clasificación de problemas 24](#_Toc403226809)

[Diseño de programas: forma 1 24](#_Toc403226810)

[1. Análisis del problema: 25](#_Toc403226811)

[2. Diseño del algoritmo: 25](#_Toc403226812)

[3. Codificación: 25](#_Toc403226813)

[4. Compilación y ejecución: 25](#_Toc403226814)

[5. Verificación: 25](#_Toc403226815)

[6. Depuración: 26](#_Toc403226816)

[Los algoritmos 27](#_Toc403226817)

[¿Qué es un algoritmo?? 27](#_Toc403226818)

[Clasificación de algoritmos 28](#_Toc403226819)

[Pasos para diseñar un programa: Forma 2 29](#_Toc403226820)

[1. Definición del problema 29](#_Toc403226821)

[2. Análisis del problema 30](#_Toc403226822)

[3. Selección de la mejor alternativa 30](#_Toc403226823)

[4. Diagramación 30](#_Toc403226824)

[5. Prueba de escritorio 31](#_Toc403226825)

[6. Codificación 31](#_Toc403226826)

[7. Transcripción 31](#_Toc403226827)

[8. Compilación 31](#_Toc403226828)

[9. Pruebas de computador 32](#_Toc403226829)

[10. Documentación externa 33](#_Toc403226830)

[Algoritmo o pseudo código 33](#_Toc403226831)

[Tipos de algoritmos 33](#_Toc403226832)

[Ejercicios sobre algoritmos informales 34](#_Toc403226833)

[Algoritmos formales 35](#_Toc403226834)

[Problemas de pseudocódigo: 39](#_Toc403226835)

[Tipos de representación de un algoritmo 41](#_Toc403226836)

[Diagrama de flujo 41](#_Toc403226837)

[Gráficos - Símbolos 42](#_Toc403226838)

[Combinaciones de los símbolos 44](#_Toc403226839)

[Instrucciones repetitivas o ciclos 45](#_Toc403226840)

[Ejemplo de algoritmos 46](#_Toc403226841)

[Ejercicios del tema 1: diseño de algoritmos simples 49](#_Toc403226842)

[Realizar el diagrama de flujo de los siguientes problemas 50](#_Toc403226843)

[CAPÍTULO II: 53](file:///C:\Users\Alejandro\Proyectos\libros\%5b2rev%5d%20Programacion%20en%20C%20UTP.docx#_Toc403226844)

[Programación en C 53](file:///C:\Users\Alejandro\Proyectos\libros\%5b2rev%5d%20Programacion%20en%20C%20UTP.docx#_Toc403226845)

[Programación en C 54](#_Toc403226846)

[Historia del lenguaje C 54](#_Toc403226847)

[Tipos de datos básicos en lenguaje c 56](#_Toc403226848)

[Entero: 56](#_Toc403226849)

[Real: 56](#_Toc403226850)

[Lógico: 57](#_Toc403226851)

[Carácter: 57](#_Toc403226852)

[Cadena: 58](#_Toc403226853)

[Tipos de variables básicas 59](#_Toc403226854)

[Constantes 60](#_Toc403226855)

[Numéricas 60](#_Toc403226856)

[Enteras 60](#_Toc403226857)

[Octales 61](#_Toc403226858)

[Hexadecimales 61](#_Toc403226859)

[Decimal 61](#_Toc403226860)

[Reales 61](#_Toc403226861)

[Float y double 62](#_Toc403226862)

[Alfanuméricas 63](#_Toc403226863)

[Simbólicas 63](#_Toc403226864)

[Lógicas 63](#_Toc403226865)

[Variables 63](#_Toc403226866)

[Lista de palabras reservadas 65](#_Toc403226867)

[Operadores 66](#_Toc403226868)

[Aritméticos 66](#_Toc403226869)

[Conversiones de tipos en las expresiones 67](#_Toc403226870)

[Espaciado y paréntesis 68](#_Toc403226871)

[Relaciónales 68](#_Toc403226872)

[Asignación 69](#_Toc403226873)

[Abreviatura 69](#_Toc403226874)

[Lógicos 70](#_Toc403226875)

[Sentencias: 71](#_Toc403226876)

[Instrucciones de entradas y salida: 71](#_Toc403226877)

[Estructuras de control selectivas 74](#_Toc403226878)

[Selección Incompleta (simple) 74](#_Toc403226879)

[Estructura de selección completa 77](#_Toc403226880)

[Switch (según sea) 79](#_Toc403226881)

[Estructuras de control repetitivas 79](#_Toc403226882)

[Estructura mientras 81](#_Toc403226883)

[Estructura haga mientras 82](#_Toc403226884)

[Ejercicios en C 83](#_Toc403226885)

[CAPÍTULO III: 85](file:///C:\Users\Alejandro\Proyectos\libros\%5b2rev%5d%20Programacion%20en%20C%20UTP.docx#_Toc403226886)

[Arreglos y métodos de ordenamiento 85](file:///C:\Users\Alejandro\Proyectos\libros\%5b2rev%5d%20Programacion%20en%20C%20UTP.docx#_Toc403226887)

[Arreglos y métodos de ordenamiento 86](#_Toc403226888)

[Estructuras de agrupamiento de variables 86](#_Toc403226889)

[Arreglo: 86](#_Toc403226890)

[Arreglo (vectores): 86](#_Toc403226891)

[Algoritmos de Ordenamiento 91](#_Toc403226892)

[Ordenación interna 91](#_Toc403226893)

[Cadenas 105](#_Toc403226894)

[La función strcpy (cad1, cd2); 106](#_Toc403226895)

[La función strcat (cad1, cad2) ; 107](#_Toc403226896)

[La función strcmp (cadena1, cadena2) 107](#_Toc403226897)

[La función strlen ( ) 108](#_Toc403226898)

[Matrices: 108](#_Toc403226899)

[Declaración de un matriz 108](#_Toc403226900)

[Ejercicios de matrices 110](#_Toc403226901)

[CAPÍTULO IV: 111](file:///C:\Users\Alejandro\Proyectos\libros\%5b2rev%5d%20Programacion%20en%20C%20UTP.docx#_Toc403226902)

[Funciones y estructuras en c 111](file:///C:\Users\Alejandro\Proyectos\libros\%5b2rev%5d%20Programacion%20en%20C%20UTP.docx#_Toc403226903)

[Funciones y estructuras en c 112](#_Toc403226904)

[Funciones 112](#_Toc403226905)

[Estructuras o registros 112](#_Toc403226906)

[Estructuras anidadas 116](#_Toc403226907)

[PUNTEROS A ESTRUCTURAS. 118](#_Toc403226908)

[Definición de nuevos tipos de datos. 119](#_Toc403226909)

[Enum 120](#_Toc403226910)

[CAPÍTULO V: 121](file:///C:\Users\Alejandro\Proyectos\libros\%5b2rev%5d%20Programacion%20en%20C%20UTP.docx#_Toc403226911)

[Manejo de archivos 121](file:///C:\Users\Alejandro\Proyectos\libros\%5b2rev%5d%20Programacion%20en%20C%20UTP.docx#_Toc403226912)

[Manejo de archivos 123](#_Toc403226913)

[Archivos 123](#_Toc403226914)

[Manejo de archivos en lenguaje C 123](#_Toc403226915)

[Apertura: fopen (); 124](#_Toc403226916)

[Errores típicos manejando archivos. 127](#_Toc403226917)

[No comprobar si el archivo se ha abierto con éxito. 127](#_Toc403226918)

[No vaciar los búferes. 127](#_Toc403226919)

[No cerrar los archivos. 127](#_Toc403226920)

[Funciones para trabajar con archivos 127](#_Toc403226921)

[Lectura del fichero - getc 127](#_Toc403226922)

[Comprobar fin de fichero - feof 128](#_Toc403226923)

[Cerrar el fichero - fclose 128](#_Toc403226924)

[Lectura de líneas - fgets 129](#_Toc403226925)

[Escritura de ficheros 130](#_Toc403226926)

[Escritura de líneas - fputs 132](#_Toc403226927)

[Otras funciones para el manejo de ficheros 133](#_Toc403226928)

[fread y fwrite 133](#_Toc403226929)

[fseek 145](#_Toc403226930)

[ftell 146](#_Toc403226931)

[fprintf y fscanf 147](#_Toc403226932)

# Introducción

El lenguaje de programación C, desde su creación se ha convertido en uno de los más importantes a través del tiempo. A pesar de ser un lenguaje de tercera generación, aún es usado como uno de los primeros pasos para la enseñanza de la programación, debido a su gran potencial y fácil entendimiento.

Siendo un pilar para la formación de cualquier programador, daremos, en este libro, un acercamiento a éste, empezando con una introducción a la programación en general, pasando por los conceptos básicos de programación en C, tipos de datos, y estructuras condicionales. Además de un acercamiento a ciertas estructuras de datos, manejo de archivos y otros conceptos necesarios para llegar a ser un buen programador.

En este capítulo se verá una breve historia sobre la programación. Empezando por algunos conceptos básicos, además de una introducción a la informática: el concepto de dato, campo, registros, bases de datos y demás.

Se verá además el concepto de algoritmo, sus tipos, los tipos de problemas a solucionar y técnicas de resolución de problemas, como los diagramas de flujo y el algoritmo mismo.

Al final, se plantearán una serie de ejercicios a resolver con el fin de afianzar los conocimientos obtenidos en el capítulo.

# CAPÍTULO I:

## Introducción a la programación.

## Historia de los lenguajes de programación

La historia del procesamiento de datos y la computación, se ha distinguido esencialmente en la existencia de miles de lenguajes de programación, de forma tal que siempre se ha hablado de “la Babel de los lenguajes”. Aunque bien es cierto que son sólo unas decenas escasas de estos, los que han tenido un impacto significativo y unos pocos los que han sido utilizados en la industria, los negocios y la ciencia.

Muchos lenguajes de programación actuales tienen sus raíces en los lenguajes que nacieron a finales de los cincuentas y principios de los sesenta, tales como Cobol (1960), Fortran IV (1961), Basic I(1964) y Logo (1967). Estos lenguajes, simbolizaron las primeras alternativas a los lenguajes ensambladores. En la década de los setenta, y primeros años de los ochenta emergieron nuevos lenguajes como Pascal (1971), C (1972) y Ada (1979).

Todos estos lenguajes anteriores seguían el estilo de programación estructurada y se conocían como lenguajes de programación imperativos o estructurados.

En paralelo con el desarrollo de estos lenguajes surgieron dos estilos o paradigmas de programación: la programación funcional, y la programación orientada a objetos.

A mediados de 1980 apareció C++ (Que aunque no se tratará en el libro es importante resaltar), el cual pretendía extender el lenguaje C con mecanismos de manipulación de objetos.

## Lenguajes de programación

Los lenguajes de programación están diseñados para crear programas, que permitan la comunicación bidireccional entre el usuario y la máquina, mediante la utilización de programas especiales llamados traductores (**compiladores o intérpretes**), que convierten las instrucciones escritas en lenguaje de programación, en instrucciones de lenguaje maquina (1 y 0.bits) de modo que esta (la máquina) pueda entenderlas.

Los principales tipos de lenguajes utilizados en la actualidad son:

* Lenguajes de maquina
* Lenguajes de bajo nivel (ensamblador)
* Lenguajes de alto nivel (lenguajes de programación)

### Lenguajes de maquina:

Son aquellos que están escritos en un lenguaje directamente comprensible por la maquina (o sea la computadora), ya que sus instrucciones son una serie de caracteres o dígitos (1 y 0), que especifican una operación, y las posiciones (dirección) de memoria.

El código de máquina es el conocido como código binario, las instrucciones en lenguaje máquina dependen del hardware de la computadora y por lo tanto difieren de una computadora a otra.

Las ventajas de programar en un leguaje maquina se refieren fundamentalmente a la posibilidad de cargar las instrucciones (transferir un programa a la memoria) sin necesidad de traducciones posteriores, lo que supone un aumento en la velocidad de ejecución, superior a cualquier otro lenguaje de programación.

#### Inconvenientes:

En la actualidad, los inconvenientes superan las ventajas, lo que hace prácticamente no recomendable el lenguaje máquina.

Los inconvenientes son:

* Dificultad y lentitud en la codificación.
* Poca confiabilidad.
* Dificultad grande de verificación y compilación de los programas.
* Los programas se ejecutan en un solo tipo de procesador (para el que fueron programados)

### Lenguajes de bajo nivel:

Los lenguajes de bajo nivel, son más fáciles de utilizar que los lenguajes máquina, pero al igual que ellos, dependen de la maquina en particular. El lenguaje de bajo nivel por excelencia, es un lenguaje ensamblador. Las instrucciones en lenguaje ensamblador son instrucciones conocidas como **nemotécnico**.

Ejemplo: nemotécnicos típicos de operaciones aritméticas son en ingles ADD, SUB, DIV en español RES, DIV, SUM.

La instrucción típica de suma es:

Se suma el valor de la posición de memoria M con N y se guarda en P

ADD, M, N, P

Evidentemente, es mucho más fácil trabajar con instrucciones nemotécnicas que con código máquina. Un programa escrito en leguaje ensamblador no puede ser ejecutado directamente por la computadora. Esto lo diferencia esencialmente con el lenguaje máquina.

El programa escrito en lenguaje ensamblador se conoce con el nombre de **programa fuente,** el programa traducido a lenguaje máquina se conoce con el nombre de **programa objeto**. El traductor del programa fuente a objeto es un programa llamado compilador.

#### Ventajas:

* Mayor facilidad de codificación y en general su velocidad de cálculo.

#### Inconvenientes:

* Dependencia total de la máquina, lo que impide la transportabilidad de los programas.
* La formación de los programadores en lenguaje máquina es más compleja que la de los programadores de alto nivel, ya que exige, no sólo la técnica de programación, sino también el conocimiento del interior de la máquina.
* Tiene aplicaciones muy reducidas en la programación y se centra en aplicaciones de tiempo real, control de procesos y de dispositivos electrónicos.

### Lenguajes de alto nivel:

Los lenguajes de alto nivel son lo más utilizados por los programadores, están diseñados para que las personas **escriban** y **entiendan** los programas de un modo más sencillo que con los lenguajes mencionados anteriormente. Otra razón es que un programa escrito en lenguaje de alto nivel es independiente de la máquina, por lo tanto estos programa son transportables, lo que significa la posibilidad de ser ejecutados con poca o ninguna modificación en diferentes maquinas.

#### Ventajas:

* El tiempo de formación de los programadores es relativamente corto comparado con los otros lenguajes.
* La escritura del programa se basa en reglas sintácticas, similares a los lenguajes humanos. Los nombres de las instrucciones pueden ser ***READ, WRITE, PRINT, OPEN.***
* Las modificaciones y puesta a punto de los programas son más fáciles.
* Reduce el costo de los programas
* Transportabilidad.

#### Inconvenientes:

* Incremento en las modificaciones del programa
* No se aprovechan los recursos internos de la máquina, que se explotan mucho mejor en lenguaje máquina y ensamblador
* Aumento de la ocupación de la memoria
* El tiempo de ejecución es mucho mayor.

Los lenguajes de alto nivel existentes son muchos, aunque en la práctica su uso mayoritario se reduce a lenguajes como:

C, C++, Cobol, Fortran, Pascal, Visual Basic, Java (Uso extendido)

Prolog, Ada.95 (Gran uso en el mundo profesional)

Java, HTML, XML, Java Script, Visual j y últimamente PHP (Lenguajes de Internet)

## Los traductores de lenguaje.

Son programas que traducen el código fuente escrito en lenguajes de alto nivel a código máquina.

Existen dos tipos de traductores:

* Compiladores
* Intérpretes

Un intérprete, es un traductor que toma un programa fuente, lo traduce y a continuación lo ejecuta. Los programas intérpretes clásicos como **Basic,** prácticamente ya no se utilizan, aunque pueden encontrarse en computadoras viejas que funcionen con la versión **Qbasic,** bajo el sistemas operativo **DOS,** que corre en las computadores personales.

### Compilador:

Un compilador es un programa informático que traduce un programa escrito en un lenguaje de programación, a otro lenguaje de programación, generando un programa equivalente que la máquina será capaz de interpretar. Usualmente el segundo lenguaje es lenguaje de máquina, pero también puede ser un código intermedio (bytecode), o simplemente texto. Este proceso de traducción se conoce como compilación.

Después de que se ha diseñado el algoritmo y escrito el programa en un papel, se debe comenzar el proceso de introducir el programa en un archivo en el disco duro de la computadora. La introducción y modificación de su programa en un archivo se hace utilizando un editor de texto o simplemente un editor.

Existen diferentes tipos de programas como:

* Programas de edición ( texto, traductores)
* Programa científicos.
* Programa comerciales(contabilidad, análisis estadístico, nominas, inventarios)

## Conceptos básicos de informática.

Algunos conceptos básicos de que debemos tener en cuenta son:

* Informática
* Base de datos
* Registros
* Campos
* Datos
* Atributos

### Atributo:

Cuando hablamos de un atributo, lo primero que se nos viene a la mente es algo propio que puede identificar a una persona u objeto.

En Informática, Podemos decir que un **Atributo** es una característica que identifica a un sujeto informático, y un sujeto informático es todo aquello que podemos describir a través de una característica.

Los atributos tienen dos particularidades:

* Obedecen a una serie de razonamientos humanos, con base en la interpretación y el razonamiento.
* Son relativos, pues dependen de una serie de circunstancias y del entorno que los rodea.

### Dato:

Un dato es un valor alfanumérico “codificado” en términos entendibles para un sistema informático. Codificado significa que ha sido convertido a una escala determinada para ser manejable, con la cual podemos realizar operaciones, comparaciones y obtener resultados.

### Campo:

Es el espacio de almacenamiento de un dato, a este siempre se le asigna nombre que identifica el atributo o dato al que se está haciendo referencia.

Ejemplo.

**Campo**

**[nombre\_persona]**

**[sexo\_persona]**

**[estatura\_persona]**

**Juan**

**Masculino**

**1,75**

**Dato**

### Registro:

Un registro es un conjunto de campos, donde a cada uno le está consignado un dato y en donde todos los datos pertenecen y describen a un mismo ente informático.

**Ejemplo**

|  |  |  |  |
| --- | --- | --- | --- |
| Registro de una persona | | | |
| [nombre\_persona] | **[estatura\_persona]** | **[edad\_persona]** | **[sexo\_persona]** |
| Juan | 1.75 m | 15 años | Masculino |

¿Qué sucedería si además de tener los datos de Juan necesitamos los datos o registros de otras personas? (Luisa, Luis, Ana, Pedro).

### Archivo:

Es un conjunto de registros que tienen la misma estructura y pueden ser manejados con una sola unidad, además de tener los mismos campos.

**Ejemplo.**

|  |  |  |  |
| --- | --- | --- | --- |
| Registro de persona 1 | | | |
| [nombre\_persona] | [estatura\_persona] | [edad\_persona] | [sexo\_persona] |
| Juan | 1.75 m | 15 Años | Masculino |
|  | | | |
| Registro de persona 2 | | | |
| [nombre\_persona] | [estatura\_persona] | [edad\_persona] | [sexo\_persona] |
| Luisa | 1.55 m | 14 años | Femenino |
|  | | | |
| Registro de persona 3 | | | |
| [nombre\_persona] | [estatura\_persona] | [edad\_persona] | [sexo\_persona] |
| Andres | 1.63 m | 16 años | Masculino |

### Base de datos:

Es un conjunto de archivos técnicamente organizados. A su vez, la información es el conjunto de datos técnicamente organizados.

### Informatica:

Es la ciencia que estudia, aplica y optimiza el tratamiento de la Información, donde debe cumplir con los siguientes objetivos:

* Veracidad: Toda la información debe ser verdadera
* Oportuna: Toda la información debe llegar en el momento indicado.

Estos dos objetivos se deben cumplir en la actualidad, puesto que se deben tener grandes cantidades de información y generar información de una forma rápida y segura.

## Clasificación de problemas

Los problemas matemáticos se pueden dividir, en primera instancia, en dos grupos:

**Problemas indecidibles:** aquellos que no se pueden resolver mediante un algoritmo.

**Problemas decidibles:** aquellos que cuentan al menoscon un algoritmo para su cómputo.

Sin embargo, que un problema sea decidible no implica que se pueda encontrar su solución, pues muchos problemas que disponen de algoritmos para su resolución son inabordables para un computador, gracias al elevado número de operaciones que hay que realizar para resolverlos.

Esto permite separar los problemas decidibles en dos:

* **Intratables:** aquellos para los que no es factible obtener su solución.
* **Tratables:** aquellos para los que existe al menos un algoritmo capaz de resolverlo en un tiempo razonable.

Los problemas pueden clasificarse también atendiendo a su complejidad, aquellos problemas para los que se conoce un algoritmo polinómico que los resuelve se denominan clase P y los algoritmos que los resuelven son deterministas, para otros problemas, los mejores algoritmos conocidos son no deterministas. Esta clase de problemas se denomina clase NP. Por tanto, los problemas de la clase P son un subconjunto de los de la clase NP, pues sólo cuentan con una alternativa en cada paso.

## Diseño de programas: forma 1

Un programa es un conjunto de líneas de código escritas en un lenguaje de programación determinado. Pero el código escrito en un lenguaje de alto nivel no puede ser entendido por el ordenador, por lo que es necesaria la traducción a código máquina.

En este proceso tienen lugar dos fases. En la primera fase (compilación) el compilador traduce cada una de las partes del programa y crea módulos objeto, que posteriormente serán unidos por el *linker* (enlazador), creando el módulo ejecutable exe. Como la compilación y el enlazado son dos procesos dependientes, a menudo se suele denominar a todo el proceso *compilación*.

En el diseño de un programa tenemos diferentes pasos:

### Análisis del problema:

Este paso es fundamental. La correcta resolución de un problema viene determinada en gran medida por el planteamiento inicial. Un planteamiento correcto nos evitará perder tiempo en la implementación de algoritmos, que posteriormente pueden ser son incorrectos.

En este paso nos debemos hacer tres preguntas: ¿Qué entradas se nos ofrece?, ¿Qué salida debemos generar? y ¿Cuál es el método que debemos usar para llegar hacia la solución deseada?

### Diseño del algoritmo:

Si en el análisis determinamos qué hace el programa, aquí determinamos cómo lo hace. Para ello se divide el problema en varios sub problemas que se solucionan de forma independiente (divide y vencerás), lo que se denomina diseño modular. En este paso puede ser conveniente la utilización de diagramas de flujo o pseudocódigo.

### Codificación:

Es la escritura del código según el algoritmo decidido en las etapas anteriores.

### Compilación y ejecución:

Una vez escrito el código, se compila. Si el código contiene errores, el compilador los mostrará, estos son los llamados errores de compilación, que suelen estar relacionados con incoherencias en la sintaxis, conversión incorrecta de tipos, etc. Una vez solucionados estos errores, se creará el programa ejecutable.

### Verificación:

Al ejecutar el programa puede ocurrir que realice lo que queríamos, o que por el contrario, produzca un resultado indeseado. Nos encontramos aquí con dos tipos de errores:

* **Errores de ejecución** Se producen cuando el programa llega a un punto en el que el ordenador no puede realizar la operación que se le solicita: división por cero, desbordamiento, etc.
* **Errores del algoritmo** Son los más difíciles de detectar, se producen cuando el algoritmo está mal implementado. Esto nos conduce al siguiente paso.

### Depuración:

Esta es una parte importante. Se utilizan las herramientas de depuración del compilador que usamos, lo que en gran medida determina si el compilador es mejor o peor. En general, todos los compiladores incluyen entre sus herramientas de depuración, las siguientes:

* **Ejecución paso a paso:** En lugar de ejecutar todo el programa hasta su finalización, se ejecuta línea a línea, lo que permite observar el comportamiento del programa en cada momento.
* **Watches: (inspecciones)** permiten seguir el valor de una variable y comprobar que cambia su valor en su momento y modo deseado.
* **Debug Inspector:** similar a las watches pero especialmente útil para la visualización de arrays, listas, etc.
* **Breakpoints:** sí la ejecución es demasiado larga, podemos definir un breakpoint (punto de ruptura), en una o varias líneas. El programa se ejecutará normalmente hasta que llegue a una de esas líneas. En ese momento la ejecución se detendrá y podremos consultar valores de variables o ejecutar paso a paso desde ese punto.
* **Evaluar / modificar:** permite obtener el valor de una variable en un punto en el que la ejecución del programa se ha pausado. Se puede modificar el valor de dicha variable para comprobar, por ejemplo, que si tuviera otro valor el comportamiento también sería el esperado.

# Los algoritmos

## ¿Qué es un algoritmo??

Es un conjunto finito de reglas que dan una secuencia de operaciones para resolver todos los problemas de un tipo dado. De forma más sencilla, podemos decir que un algoritmo es un conjunto de pasos que nos permite obtener un dato. Además debe cumplir estas condiciones:

* **Finitud:** el algoritmo debe acabar tras un número finito de pasos. Es más, es casi fundamental que sea en un número razonable de pasos.
* **Definibilidad:** el algoritmo debe definirse de forma precisa para cada paso, es decir, hay que evitar toda ambigüedad al definir cada instrucción. Puesto que el lenguaje humano es impreciso, los algoritmos se expresan mediante un lenguaje formal, ya sea matemático o de programación para un computador.
* **Entrada:** el algoritmo tendrá cero o más entradas, es decir, cantidades dadas antes de empezar el algoritmo. Estas cantidades pertenecen además, a conjuntos especificados de objetos. Por ejemplo, pueden ser cadenas de caracteres, enteros, naturales, fraccionarios, etc. Se trata siempre de cantidades representativas del mundo real, expresadas de tal forma que sean aptas para su interpretación por el computador.
* **Salida:** el algoritmo tiene una o más salidas, en relación con las entradas.
* **Efectividad:** se entiende por esto que una personasea capaz de realizar el algoritmo de modo exacto y sin ayuda de una máquina en un lapso de tiempo finito.

A menudo, los algoritmos requieren una organización bastante compleja de los datos, y es necesario un estudio previo de las estructura de datos fundamentales. Dichas estructuras pueden implementarse de diferentes maneras, y es más, existen algoritmos para implementar dichas estructuras. El uso de estructuras de datos adecuadas pueden hacer trivial el diseño de un algoritmo, o un algoritmo muy complejo puede usar estructuras de datos muy simples.

Uno de los algoritmos más antiguos conocidos es el algoritmo de Euclides. El término algoritmo proviene del matemático Muhammad ibn Musa al-Khwarizmi, que vivió aproximadamente entre los años 780 y 850 D.C. en la actual nación Iraní. Él describió la realización de operaciones elementales en el sistema de numeración decimal. De al-Khwarizmi se obtuvo la derivación de algoritmo.

## Clasificación de algoritmos

* **Algoritmo determinista:** en cada paso del algoritmo, se determina de forma única el siguiente paso.
* **Algoritmo no determinista:** deben decidir en cada paso de la ejecución entre varias alternativas y agotarlas todas antes de encontrar la solución.

Todo algoritmo tiene una serie de características, entre otras, que requiere una serie de recursos, algo que es fundamental considerar a la hora de implementarlos en una máquina, estos recursos son principalmente:

* **El tiempo:** período transcurrido entre el inicio y la finalización del algoritmo.
* **La memoria:** la cantidad (la medida varía según la máquina) que necesita el algoritmo para su ejecución.

Obviamente, la capacidad y el diseño de la máquina pueden afectar al diseño del algoritmo.

* **En general**, la mayoría de los problemas tienen un parámetro de entrada que es el número de datos que hay que tratar, esto es, *N*. La cantidad de recursos del algoritmo es tratada como una función de N. De esta manera puede establecerse un tiempo de ejecución del algoritmo que suele ser proporcional a una de las siguientes funciones:
* **Tiempo de ejecución constante:** Significa que la mayoría de las instrucciones se ejecutan una o muy pocas veces.
* **Log N:** Tiempo de ejecución logarítmico. Se puede considerar como una gran constante. La base del logaritmo (en informática la más común es la base 2) cambia la constante, pero no demasiado. El programa es más lento cuanto más crezca N, pero es inapreciable, pues Log N no se duplica hasta que N llegue a N2.
* **N:** Tiempo de ejecución lineal. Un caso en el que N valga 40, tardará el doble que otro en que N valga 20. Un ejemplo sería un algoritmo que lee N números enteros y devuelve la media aritmética.
* **N Log N:** El tiempo de ejecución es N Log N. Es común encontrarlo en algoritmos. Si N se duplica, el tiempo de ejecución es ligeramente mayor del doble.
* **N2:** Tiempo de ejecución cuadrático. Suele ser habitual cuando se tratan pares de elementos de datos, como por ejemplo un bucle anidado doble. Si N se duplica, el tiempo de ejecución aumenta cuatro veces.
* **N3:** Tiempo de ejecución cúbico. Como ejemplo se puede dar el de un bucle anidado triple. Si N se duplica, el tiempo de ejecución se multiplica por ocho.
* **2N:** Tiempo de ejecución exponencial. No suelen ser muy útiles en la práctica por el elevadísimo tiempo de ejecución. Si N se duplica, el tiempo de ejecución se eleva al cuadrado.
* **Algoritmos polinomiales:** aquellos que son proporcionales a **Nk.** Son en general factibles.
* **Algoritmos exponenciales:** aquellos que son proporcionales a kN. En general son no factibles salvo un tamaño de entrada muy reducido.

## Pasos para diseñar un programa: Forma 2

**Aunque el proceso de diseñar programas es esencialmente un proceso creativo, se pueden considerar una serie de fases o pasos comunes, que generalmente deben seguir todos los programadores.**

**Las siguientes son las etapas que se deben cumplir para resolver con éxito un problema de programación:**

* **Definición del problema**
* **Análisis del problema**
* **Selección de la mejor alternativa**
* **Diagramación**
* **Prueba de escritorio**
* **Codificación**
* **Transcripción**
* **Compilación**
* **Pruebas de computador**
* **Documentación externa**

### ****Definición del problema****

Está dada por el enunciado del problema, el cuál debe ser claro y completo, es importante que conozcamos exactamente qué se desea del computador. Mientras que esto no se comprenda, no tiene caso pasar a la siguiente etapa.

### ****Análisis del problema****

Entendido el problema (¿qué se desea obtener del computador?), para resolverlo es preciso analizar:

* Los datos o resultados que se esperan.
* Los datos de entrada que nos suministran.
* El proceso al que se requiere someter esos datos a fin de obtener los resultados esperados. Áreas de trabajo, fórmulas y otros recursos necesarios.

Una recomendación muy práctica, es el que el programador se ponga en el lugar del computador, y analizar qué es necesario que le ordenen y en qué secuencia, para poder producir los resultados esperados.

### ****Selección de la mejor alternativa****

Analizado el problema, posiblemente se tengan varias formas de resolverlo. Lo importante es determinar cuál es la mejor alternativa: la que produce los resultados esperados en el menor tiempo y al menor costo. Claro que aquí también es muy válido el principio de que las cosas siempre se podrán hacer de una mejor forma.

### ****Diagramación****

Una vez que se sabe cómo resolver el problema, se procede a dibujar gráficamente la lógica de la alternativa seleccionada. Eso es precisamente un Diagrama de Flujo: la representación gráfica de una secuencia lógica de pasos a cumplir, por el computador para producir un resultado esperado.

La experiencia demuestra, que resulta muy útil trasladar esos pasos lógicos planteados en el diagrama a frases que indiquen lo mismo; es decir, hacer una codificación del programa pero utilizando instrucciones en Español. Como si se le estuviera hablando al computador, esto es lo que se denomina Algoritmo o pseudocódigo.

Cuando el programador logre la habilidad para desarrollar programas, es posible que no necesite elaborar el diagrama de flujo; en su lugar puede proceder a hacer directamente el pseudocódigo del programa.

### ****Prueba de escritorio****

Para cerciorarse de que el diagrama (y/o el pseudocódigo) está bien, y para garantizar que el programa codificado luego también funcione correctamente, es conveniente someterlo a una prueba de escritorio. Esta prueba consiste en que se establecen diferentes datos de entrada al programa y se sigue la secuencia indicada en el diagrama, hasta obtener los resultados. El análisis de estos indicará si el diagrama es correcto o si hay necesidad de hacer ajustes (volver al paso 4). Se recomienda dar diferentes datos de entrada y considerar todos los posibles casos, aun los de excepción o no esperados, para asegurarse que el programa no producirá errores en ejecución cuando se presenten estos casos.

### ****Codificación****

Una vez que se verifique el diagrama mediante las pruebas de escritorio, se codifica el programa en el lenguaje de computador seleccionado. Esto es, colocar cada paso del diagrama en una instrucción o sentencia, utilizando un lenguaje que el computador reconoce.

Todos los lenguajes de programación proveen facilidades para incluir líneas de comentarios en los programas. Estos comentarios aclaran lo que se ordena al computador y facilitan entender el programa. Puesto que estos comentarios no son tenidos en cuenta como instrucciones, y aparecen en los listados del programa, resulta muy conveniente agregar abundantes comentarios a todo programa que codifiquemos. Esto es lo que se denomina Documentación Interna.

### ****Transcripción****

Es necesario que se lleve el programa codificado a un medio que sea aceptado como entrada por el computador: perforado en tarjetas, grabado en un disco flexible o grabado en un disco duro. Este programa es el que se conoce como Programa Fuente.

### ****Compilación****

Se procede a utilizar a continuación un programa de computador llamado Compilador o Traductor, el cuál analiza todo el programa fuente y detecta errores de sintaxis ocasionados por fallas en la codificación o en la trascripción. Las fallas de lógica que pueda tener un programa fuente no son detectadas por el compilador. Cuando no hay errores graves en la compilación, el compilador traduce cada instrucción del programa fuente a instrucciones propias de la máquina (Lenguaje de Maquina), creando el Programa Objeto.

Algunos computadores utilizan Interpretadores, (Generalmente para el Lenguaje Basic), en reemplazo de programas compiladores. La diferencia consiste en que el interpretador recibe, desde una terminal, sólo una instrucción a la vez, la analiza y, si está bien, la convierte al formato propio de la máquina. Si la instrucción tiene algún error, el interpretador llama la atención de la persona para que corrija dicha instrucción.

Como resultado de la corrida del compilador, podemos obtener varios listados:

* Listado del programa fuente
* Listado de los errores detectados
* Listado de campos utilizados, etc.

Los errores se deben corregir sobre el mismo programa fuente, ya sea reemplazando las tarjetas mal perforadas o regrabando en el disco flexible o disco duro. Este paso de la compilación se repite hasta eliminar todos los errores y obtener el programa ejecutable.

### ****Pruebas de computador****

Cuando se tiene un programa ejecutable (en lenguaje de máquina), se le ordena al computador que lo ejecute, para lo cual se ingresan datos de prueba, como se hizo en la prueba de escritorio (paso 5). Los resultados obtenidos se analizan, luego de lo cual puede ocurrir cualquiera de estas situaciones:

* La lógica del programa está bien, pero hay errores sencillos, los cuales se corrigen modificando algunas instrucciones o incluyendo unas nuevas. El proceso debe repetirse desde el paso 6.
* Hay errores ocasionados por fallas en la lógica, lo que obliga a regresar a los pasos 4 y 5 para revisión y modificación del diagrama.
* Hay errores muy graves y lo más aconsejable es regresar al paso 2 para analizar nuevamente el problema, y repetir todo el proceso.
* No hay errores y los resultados son los esperados. En este caso, el programa se puede guardar permanentemente en una librería o biblioteca del computador, para sacarlo de allí cuando se necesite ejecutar nuevamente.

### ****Documentación externa****

Cuando el programa está listo para ejecutar, es conveniente hacer su documentación externa, siguiendo las normas de la instalación o las recomendaciones indicadas por el profesor, una buena documentación incluye siempre:

* Enunciado del problema
* Diagrama de pasada
* Narrativo con la descripción de la solución
* Relación de las variables o campos utilizados en el
* programa, cada uno con su respectiva función
* Diagrama del programa
* Listado de la última compilación
* Resultados de la ejecución del programa.

## Algoritmo o pseudo código

### Tipos de algoritmos

Existen dos tipos de algoritmos:

* Los algoritmos informales son aquellos que se realizan por medio de palabras sencillas tal como se comunican las personas comúnmente.
* Los algoritmos formales son los que se pueden resolver mediante uso de unas instrucciones.

**Ejemplo 1:** Diseñar un algoritmo para preparar una limonada.

Nombre \_ algoritmo Limonada

**INICIO**

**PASO 1** Llenar una jarra con un litro de agua  
 **PASO 2** Echar el jugo de tres limones  
 **PASO 3** Echar cuatro cucharadas de azúcar  
 **PASO 4** Revolver el agua hasta disolver completamente el azúcar

**FIN**

**Ejemplo 2:** Diseñar un algoritmo que permita hallar la suma y el promedio de tres números.

**INICIO**

**PASO 1** leer numero1, numero2, numero3  
 **PASO 2** sumar = numero1 + numero2 + numero3  
 **PASO 3** promedio = suma / 3  
 **PASO 4** imprimir suma, promedio

**FIN**

Notas:

* El término LEER significa obtener un dato de algún dispositivo de entrada como el teclado, y almacenarlo en una variable.
* Una variable es una localización en la memoria que tiene un nombre y cuyo contenido puede cambiar a lo largo de la ejecución de un programa. Así numero1, numero2 y numero3 son variables.
* El término IMPRIMIR significa mostrar el valor de una variable en algún dispositivo de salida, como la pantalla.

**Ejemplo 3:** Diseñar un algoritmo para freír un huevo.

**INICIO**

**PASO 1** Buscar ingredientes

**PASO 2** Sí encuentro todos los ingredientes

**PASO 3** Prender estufa

**PASO 4** Poner a derretir la mantequilla

**PASO 5** Picar ingredientes

**PASO 6** Echar ingredientes al sartén

**PASO 7** Esperar que esté listo

**PASO 8** Apagar estufa

**PASO 9** Servir huevo

**FIN**

### Ejercicios sobre algoritmos informales

* Desarrollar un algoritmo que permita tomar un avión
* Desarrollar un algoritmo que permita manejar un auto
* Desarrollar un algoritmo que permita seleccionar un tema
* Desarrollar un algoritmo que permita buscar un libro
* Desarrollar un algoritmo que permita hacer un pastel.
* Desarrollar un algoritmo que permita dar un beso.
* Desarrollar un algoritmo que permita maquillarse.
* Desarrollar un algoritmo que permita tomar una fotografía
* Desarrollar un algoritmo que permita cambiar una llanta.
* Desarrollar un algoritmo que permita cambiar un bombillo.
* Desarrollar un algoritmo que permita ir a cine.
* Desarrollar un algoritmo que permita cambiar un cuadro
* Desarrollar un algoritmo que permita grabar un disco.
* Desarrollar un algoritmo que permita presentar un examen
* Desarrollar un algoritmo que permita freír un huevo
* Desarrollar un algoritmo que permita pintar una casa
* Desarrollar un algoritmo que permita seleccionar una camisa
* Desarrollar un algoritmo para colocarnos una camisa.

### Algoritmos formales

**El primer programa en pseudocódigo**

**Normas**:

* Comienza con el nombre del programa
* Definición de las variables globales y locales
* Todos los programas comienzan por la palabra Inicio, que da apertura al programa y a los procesos correspondientes, seguido de un grupo de sentencias que mecánicamente están organizadas para dar viabilidad y cohesión al desarrollo del mismo, y de esta manera poder recibir los datos deseados.
* Por tanto debemos recordar que un grupo de sentencias va entre llaves {...}, las cuales las agrupa para hacer referencia a:
* El hecho de que son varias implica su agrupamiento.
* Un ordenamiento sintáctico.
* Fácil compresión de las líneas de código.
* Las sentencias tienen dependencia mutua para arrojar uno o más resultados, como se verá más adelante en Estructuras de Control Repetitivas.
* Una sentencia simple aislada no necesita llaves.
* Cada sentencia termina por un ‘**;**´ **(Separador de sentencias)**
* Como norma se declaran todas las variables al inicio del programa y se les asigna el valor correspondiente dependiendo del tipo (entero, real, carácter) si es necesario. **Ejemplo**:

**Formato** entero s;

#### Instrucciones para Entrada y Salida de datos

Las instrucciones e**scribir( )** o e**scribe( ).** Presentan por el dispositivo de salida estándar (pantalla), las expresiones, valores, variables o cadenas contenidas en la función, por **ejemplo**:

**escribe** (“Introducir el valor de la base”); //muestra en pantalla la cadena contenida.

**escribe** (“El resultado es”, **p**); //imprime un mensaje y el valor que contiene la variable **p** de tipo entero.

**escribe** (**p**); // solamente imprime el valor de la variable **p.**

Una sintaxis especial se requiere si se desea presentar las expresiones conjuntamente.

**Cadenas y variables:**

Se escribe la cadena, se separa la variable con una coma,después va otra cadena entonces se pone otra coma y se escribe la **cadena.**

**Pseudocódigo:**

escribe (“base”, b, “por la altura”, a, “es la superficie”, s);

**Lenguaje c**

printf(“base %d”, b, ”por la altura %d”, a, ”es la superficie %d”, s)

#### Tipos de formatos

Manejo de datos numéricos:

|  |  |
| --- | --- |
| Identificador | Descripción |
| %d | Para el manejo de números enteros |
| %i | Para el manejo de números enteros |
| %f | Para el manejo de números reales |
| %o | Para el manejo de números en Octal |
| %x | Para el manejo de números en Hexadecimal |
| %p | Para el manejo de apuntadores |

Manejo de caracteres y cadenas:

|  |  |
| --- | --- |
| Identificador | Descripción |
| %s | Para el manejo de cadenas |
| %c | Para el manejo de caracteres |

Manejo de presentación por pantalla:

|  |  |
| --- | --- |
| Identificador | Descripción |
| %v | Para visualizar el texto o números verticalmente |
| %h | Para visualizar el texto o números horizontalmente |

**Ejemplo:**

//Visualiza un mensaje por pantalla:

printf(“hola como estas”);

int A=1;

//Visualiza un mensaje y el contenido de la variable A de tipo entero:

printf(“el valor es %d”, A);

**Instrucciones de Entrada**

Las instrucciones l**eer( )** y **scanf ()** toman los valores de forma interactiva desde el dispositivo de entrada estándar (teclado), introduciéndolos en las variables que forman parte de la instrucción. Los tipos de datos introducidos deben coincidir con los de las variables que los recogen. Hay dos formas de usarlas:

**Formato pseudocódigo;**

...

x = **leer**() **;**

leer(x);

Cuando se quiere recoger más de un dato se utiliza esta forma:

**leer**(x, y)

Se respetará el orden de recogida con cual si se introduce desde el teclado 12 y 34, la variable x =12 y la y =34.

**Formato scanf**

**scanf**(“tipo\_formato”**,** direccionNom\_Variable);

**scanf**(“%d”, &h);

La dirección indica la posición donde queda almacenada la variable. En este caso la variable h

**Ejemplo:**

int h;

printf(“Digite un numero”);

scanf(“%d”,&h)

Suponga que se quiere hacer un programa que calcule el área de un triángulo. Primero se debe pensar que A = (b\*h) / 2, donde las variables **A**, **b**, **h** seguidamente representan **área**, **base** y **altura**. Por lo tanto se deben pedir dos datos y presentar un resultado.

Una posible solución usando una secuencia de sentencias y expresiones sería:

**Pseudocódigo**

|  |
| --- |
| Área del triángulo // nombre del programa  Inicio  Entero a, b, h; // Declaramos las variables  Escribe(“Introducir el valor dela Base y altura:”); //mensaje en pantalla  Leer (b); // Leemos la base  Leer (h); // Leemos la altura  a = (b \* h)/2; // calculamos  //Presentamos el resultado en la misma línea del mensaje  Escribe (“la superficie es: “, a);  fin |

**LENGUAJE C**

|  |  |
| --- | --- |
| 1 | main() { |
| 2 | int a, b, h; // Declaro las variables |
| 3 | //mensaje en pantalla |
| 4 | printf(“Introducir el valor de la Base y altura: ”); |
| 5 | scanf (“%d”, b); // Leemos la base |
| 6 | scanf (“%d”, h); // Leemos la altura |
| 7 | a = (b \* h)/2; // calculamos... |
| 8 | //Presentamos el resultado: |
| 9 | printf (“la superficie es : %d”, a); |
| 10 | } |

**Ejemplo de Algoritmo formales**

|  |  |
| --- | --- |
| Algoritmo Área \_ triangulo | 1. Nombre Algoritmo |
| **Inicio** | 2. Inicio del algoritmo |
| **escriba** (“ la base y la altura ”) leer: base, altura | 3. Datos de entrada |
| **area**= base \* altura/2 | 4. Proceso |
| **escriba** (“El área del triángulo es ”, **area**) | 5. Datos de salida |
| Fin | 6. Final del algoritmo |

Algunos ejemplos de algoritmos son: las recetas de cocina, instrucciones para cambiar una llanta, etc.

### Problemas de pseudocódigo:

Declaración de Variables y Programas secuenciales

1. Decir si son correctos o no los siguientes identificadores de variables:

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | | Correcto | | |  | Incorrecto | | |
|  | |  | | |  |  | | |
| Contad |  | |  |  | | |  |  |
| N\_Bytes |  | |  |  | | |  |  |
| 2oral |  | |  |  | | |  |  |
| 3M\_Atrim |  | |  |  | | |  |  |
| &6Alor” |  |  |  |  |  |  |  |  |
| 6”#$9i |  |  |  |  |  |  |  |  |
| #32gt |  |  |  |  |  |  |  |  |

1. Realizar en pseudocódigo un programa que calcule de forma individual la velocidad de 4 cuerpos, introduciendo por teclado el espacio y el tiempo, posteriormente imprimiéndolas por pantalla al igual que la distancia tiempo y velocidad totales.

Pseudocódigo

**Inicio**

real: e1, e2, e3, e4, t1, t2, t3, t4, v1, v2, v3, v4;

real: espacio\_total, tiempo\_total, velocidad \_total;

escribe (“digite la distancia cuerpo 1”); leer(e1);

escribe (“digite tiempo del cuerpo 1”); leer(t1);

escribe (“digite distancia cuerpo 2”); leer(e2);

escribe (“digite tiempo del cuerpo 2”); leer(t2);

escribe (“digite distancia cuerpo 3”); leer(e3);

escribe (“digite tiempo del cuerpo 3”); leer(t3);

escribe (“digite distancia cuerpo 4”); leer(e4);

escribe (“digite tiempo del cuerpo 4”); leer(t4);

v1 = e1 / t1;

v2 = e2 / t2;

v3 = e3 / t3;

v4 = e4 / t4;

espacio\_total = e1+e2+e3+e4;

tiempo\_total = t1+t2+t3+t4;

velocidad \_total = v1+ v2+ v3+ v4;

escribe (“velocidad del cuerpo 1:”, v1);

escribe (“velocidad del cuerpo 2:”, v2); escribe (“velocidad del cuerpo 3:”, v3);

escribe (“velocidad del cuerpo 4:”, v4);

escribe (“velocidad total de los cuatro cuerpos:”, velocidad\_total);

escribe (“espacio total de los cuerpos:”, espacio\_total);

escribe (“tiempo total de los cuerpos:”, tiempo\_total);

**Fin**

1. Realizar en pseudocódigo un programa que calcule el perímetro y el área total de tres circunferencias sabiendo que la 1ª de ellas tiene radio R que será introducido por teclado, la 2ª tiene radio 2R y la 3ª tiene radio 3R

**Inicio**

real: r, pi, a1, a2, a3, p1, p2, p3, area\_total, perímetro\_total;

escribe (“Digite el valor del radio: ”); leer (r);

escribe (“Circunferencia 1:”);

pi = 3.1416; a1= pi \* (r \* r);

p1 = 2 \* (pi \* r);

escribe(“Su perímetro es: ”, p1);

escribe(“Su área es: ”, a1);

escribe(“Circunferencia 2:”);

r = 2 \* r; a2 = pi \* (r \* r);

p2 = 2 \* (pi \* r);

escribe(“Su perímetro es: ”, p2);

escribe(“Su área es: ”, a2);

escribe(“Circunferencia 3”);

r = 3 \* r; a3 = pi \* (r \* r); p3 = 2 \* ( pi \* r);

escribe(“Su perímetro es: ”, p3);

escribe(“Su área es :”, a3);

perímetro\_total = p1+ p2+ p3;

area\_total = a1+ a2+ a3;

escribe(“Perímetro total de las circunferencias:”, perímetro\_total);

escribe(“Area total de las circunferencias:”, area\_total);

**Fin**

## Tipos de representación de un algoritmo

### Diagrama de flujo

Es una representación gráfica de una secuencia lógica de pasos a cumplir por el computador para producir un resultado esperado.

La experiencia ha demostrado que resulta muy útil trasladar esos pasos lógicos, planteados en el diagrama a frases que indiquen lo mismo; es decir, hacer una codificación del programa pero utilizando instrucciones en Español. Como si se le estuviera hablando al computador. Esto es lo que se denomina Algoritmo o Pseudo código.

### Gráficos - Símbolos

Entrada y salida de datos

Inicio

Salida de datos

Entrada/salida de datos

Flujo de datos Dirección

DecisiónMúltiple

Decisión

Conectores de diagramas

Subrutina

Proceso

|  |  |
| --- | --- |
|  | **Terminal: representa el comienzo “inicio”, final “fin” de un programa. Puede representar también una parada o interrupción programada que sea necesario realizar en el programa.** |
|  | **Entrada / salida: cualquier tipo de introducción de datos en la memoria desde los periféricos (entradas o salidas).** |
|  | **Proceso: cualquier tipo de operación que pueda originar un cambio de valor, operaciones aritméticas etc.** |
|  | **Decisión: Indica operaciones lógicas o de comparación entre datos, normalmente tiene dos salidas (Si y No), pero puede tener tres o más salidas.** |
|  | **Decisión múltiple: en función del resultado de la comparación se seguirá uno de los diferentes caminos.** |
|  | **Conector: sirve para realizar la conexión de dos partes cualquiera, se refiere a la conexión por páginas.** |
|  | **Indicador de dirección o línea de flujo: indica el sentido de la ejecución de las operaciones.** |
|  | **Línea conectora: sirve de unión entre dos símbolos.** |
|  | **Llamada subrutina o a un proceso predeterminado: una subrutina es un módulo independiente del programa principal que recibe una entrada procedente de dicho programa, realiza una tarea determinada y regresa, al terminar, al programa principal.** |
|  | **Pantalla: se utiliza en ocasiones en lugar del símbolo de E/S.** |
|  | **Teclado: entrada de datos por teclado.** |
|  | **Impresora: Se utiliza para entrada y salida de datos por impresora** |
|  | **Comentario: Se utiliza para añadir comentarios y se puede dibujar en cualquier lado del símbolo** |

### Combinaciones de los símbolos

|  |  |
| --- | --- |
| Secuencial:  Acción  Acción  Acción | Selección Simple:  Verdadera  A es mayor que b  A, B  A>B  “En la selección simple, si se cumple la condición se ejecutan las acciones” |
| Selección Compuesta:  Verdadera  Falsa  A, B  A es mayor que b  A>B  B es mayor que a  “En la selección compuesta, si se cumple la condición se ejecutan las acciones del bloque. Si no se cumple se ejecutan otras acciones diferentes” | |
| Selección Múltiple:  Caso 1  Caso 6  Caso 2  2  Caso 3  Caso 4  Caso 5  Condición  dición  Acción 1  Acción 2  Acción 3  Acción 4  Acción 5  Acción 6 | |

## Instrucciones repetitivas o ciclos

**MIENTRAS** condición sea *verdadera* **HAGA**

(Mientras Haga)

“Se repiten las acciones hasta que la condición sea falsa y al ser falsa sale del ciclo”

Acción

Condición

Verdadero

**HAGA MIENTRAS** condición sea falsa

(Haga Mientras)

“Se repiten las acciones hasta que la condición sea verdadera y al ser verdadera sale del ciclo”

Verdadero

Falsa

Condición

Acción

## Ejemplo de algoritmos

1. Diagrama de flujo que compara si dos números son iguales, o si el primero es mayor el segundo.

Verdadera

Falsa

X = Y

X > Y

No son iguales *X* es mayor que *Y*

X, Y

X, Y

Son iguales

1. Generar los números pares e impares del 4 al 400

False

False

True

True

A > 0

True

A == 0

A = X

X != 400

X = 4

Inicio

A = A - 2

El número es par, x

El número es impar, x

X = X + 1

1. Programa que encuentra el mayor, el del medio y menor de tres números

F

T

F

T

False

T

F

T

F

True

x, a, z

x, a, z

x>a

x>z

a>z

a>z

a, z, x

z, a, x

a, x, z

z>x

x, z, a

z, x, a

x, a, z

### Ejercicios del tema 1: diseño de algoritmos simples

En los siguientes ejercicios se pretende descubrir un algoritmo para solucionar distintos problemas, de forma que sólo se empleen instrucciones elementales: Operaciones aritméticas (suma, resta, multiplicación...), asignación, entrada y salida, bucles, selección.

Para cada ejercicio intente examinar cómo se efectúa la operación 'a mano'. Se trata de ver que cuando se soluciona un ejercicio, también se soluciona ejecutando distintas operaciones una a una. Después, trate de descubrir las operaciones repetitivas, que serán los bucles, y las operaciones en las que pregunta por una condición (Si se cumple que... entonces... y si no...), que serán operaciones de selección. Por último, construya el diagrama de flujo siguiendo una forma de representación de algoritmos.

1. Diseñe un diagrama de flujo que halle el área y el perímetro de un rectángulo. Considere las siguientes fórmulas: área = base x altura, perímetro = 2 x (base + altura).
2. Diseñe un diagrama de flujo para convertir una longitud dada en centímetros a pies. Considere que:   
   1 pie = 30.48 centímetros.
3. Diseñar un algoritmo que lea 3 números enteros positivos distintos e imprima el mayor valor de los 3. Supondremos que los 3 números que se leen son distintos.
4. Efectuar un algoritmo que averigüe si un número positivo es par o impar. El programa leerá un número entero positivo y dará el resultado.
5. Diseñar un algoritmo para sumar los 100 primeros números naturales. El algoritmo no leerá ningún valor. Simplemente mostrará el resultado.
6. Diseñar un algoritmo para convertir temperaturas en grados Fahrenheit a grados Celsius. El programa terminará cuando lea una temperatura igual a 999. La relación entre grados Fahrenheit (F) y grados Celsius (C) viene dada por: C= 5/9 (F-32).
7. Diseñar un algoritmo que lea 2 puntos en el plano (4 números reales): (X1, Y1) y (X2, Y2) y devuelva la distancia euclídea entre ellos. Para ello se usará el teorema de Pitágoras.
8. El sueldo neto de un vendedor se calcula como la suma de un sueldo básico de S/.250 más el 12% del monto total vendido. Diseñe un algoritmo que determine el sueldo neto de un vendedor sabiendo que hizo tres ventas en el mes.
9. Escribir un diagrama de flujo para un algoritmo que calcule la media de varios números, los que introduzca el usuario por teclado, y saque el resultado por pantalla. Nota: el primer carácter no numérico que introduzca el usuario indicará que no va a introducir más números. Usar tres variables: contador, suma y resultado en expresiones aritméticas sencillas. Considerar primitivas las acciones de leer por teclado y escribir en pantalla.
10. Escribir algoritmos en pseudocódigo que calculen y saquen por pantalla el máximo de tres números introducidos por teclado.
11. Dados *X* y *Y*, verificar si *X* es divisible por *Y*.
12. Sumar los cuadrados de los primeros N números naturales.
13. Leer N números y obtener el promedio solo de los números pares de la lista.
14. Introducir un conjunto de M números, determinar la cantidad de números positivos y negativos del conjunto.

### Realizar el diagrama de flujo de los siguientes problemas

1. Realizar un programa que compare dos números ingresados por teclado, el resultado del programa deber ser correcto, si los números son iguales, de lo contrario debe sacar un mensaje especificando que no son iguales y escribir si es mayor o menor que él número comparado.
2. Generar los números pares e impares de 40 hasta 400.
3. Realizar un algoritmo para vigilar una ventana las veinticuatros horas.
4. Realizar un algoritmo que lea 3 números enteros y mostrarlos ascendentemente.
5. Realizar un programa que lea 4 números enteros por teclado y saque el menor y mayor de los cuatros números.
6. Realizar un programa que lea n números y saque la cantidad de números positivos y negativos que existen utilizando un ciclo infinito,
7. Leer dos números enteros y mostrar todos los números comprendidos entre ellos.
8. Leer una serie de números enteros hasta que digite él número 99 y determinar La cantidad de número que ingreso por teclado.
9. La sumatoria de números pares positivos.
10. La sumatoria de números impares negativos y la cantidad de ceros.
11. Mostrar la tabla de multiplicar del 1 hasta 13.
12. Mostrar la tabla de multiplicar de un número dado.
13. Mostrar los primeros cien números múltiplos de 3.
14. Leer dos números y mostrar todos los números múltiplos de cinco comprendidos entre ellos.
15. Realizar un programa que realice la siguientes conversión de pies a metro y de metros a pies
16. Escriba un programa que realice las siguientes conversiones
17. metros a kilómetros
18. kilómetros a metros
19. decímetros a hectómetros
20. decímetros a milímetros
21. hectómetros a decímetros o milímetros
22. Utilizando ciclos anidados generar las siguientes parejas ordenadas.
23. 0 1 2 3 4 5 6 7 8 9 b) 0 1 2 3 4 5 6 7 8

1 1 2 2 3 3 4 4 5 5 1 1 0 0 0 1 0 0 1

c) 1 2 3 4 5 6 7 8 9

1 1 1 2 2 2 3 3 3

1. Realizar un programa que determine la sumatoria de la siguiente serie

a) 2 5 7 10 12 17 ... 1800

En este capítulo se dará una introducción a la programación en C.

Se verán conceptos acerca de la entrada y salida por pantalla de variables y mensajes, además de sintaxis básicas para crear un programa principal, algoritmos de ejemplo, bloques condicionales, y demás conceptos que ayudarán a entender mejor la programación en lenguaje C

# CAPÍTULO II:

# Programación en C

# Programación en C

## Historia del lenguaje C

C es un lenguaje equilibrado de propósitos generales que se desarrolló a partir de estas raíces. Su definición aparece en 1978 en “C Reference Manual'' del libro “The C Programming Language”, de Brian W. Kernighan y Dennis M. Ritchie, pero el estándar recomendable más reciente apareció en junio de 1983, en el documento de los Laboratorios Bell titulado The C Programming Language-Reference Manual, escrito por Dennis M. Ritchie

El lenguaje C está inspirado en el lenguaje B, escrito por Ken Thompson en 1970 con intención de recodificar UNIX, que en la fase de arranque está escrito en assembler, en vistas a su transportabilidad a otras máquinas.

B era un lenguaje evolucionado e independiente de la máquina, inspirado en el lenguaje BCPL concedido por Martin Richard en 1967.

En 1972, Dennis Ritchie, toma el relevo y modifica el lenguaje B, creando el lenguaje C y rescribiendo el UNIX  en dicho lenguaje.  La novedad que proporcionó el lenguaje C sobre el B fue el diseño de tipos de estructura de datos.

AT&T lo enseñó como un compilador (comp. C) llamado K&R C que junto con el sistema operativo UNIX empezaron a invadir universidades. Después, cada persona que adquiría una copia de UNIX recibía un compilador de C gratis. El lenguaje más popular fue C. Por lo tanto UNIX fue escrito en C. Entonces si una persona quería entender UNIX, tenía que aprender C.

La característica principal era su gratuidad y entonces nadie se sentía presionado a aprenderlo. ¿Cuál fue el resultado?, un gran estándar.

Luego que C se convirtió en un gran estándar, entonces las compañías introducían sus propios compiladores C. Añadiendo la capacidad de ejecutarse en otros sistemas operativos que no fuesen UNIX.

Cada uno de estos compiladores introducía ensanchamientos diseñados para mejorar las limitaciones que mostraba el modelo original. Pero las modificaciones que cada quien hacía, traían como resultado la incompatibilidad de las versiones entre sí. Gracias a esto incrementó la demanda por un estándar a nivel nacional. Entonces en 1987 nació el primer estándar "The American National Standars Institute (ANSI) version of C" esta versión fue mejor conocida como ANSI C o C estándar.

El C puede ser compilado al lenguaje de maquina en casi todas las computadoras.  Por ejemplo el Unix está escrito en C, se ejecuta y compila en una amplia variedad de micro, mini y macro computadoras.

En C se programa con una serie de funciones  que se llaman unas a otras para el procesamiento.  Aun el cuerpo del programa es una función  denominada flexible, permitiendo a los programadores la elección entre el uso de la biblioteca estándar que se provee con el compilador, el uso de funciones de terceros creadas por otros proveedores de C, o el desarrollo de sus propias funciones.

Comparado con otros lenguajes de programación de alto nivel, C parece complicado.  Su apariencia intrincada se debe a su extrema flexibilidad.

Las principales características de este lenguaje son:

* Programación ordenada.
* Facilidad de aprendizaje.
* Economía de sus expresiones.
* Gran cantidad en operadores y tipos de datos.
* Codificación en alto y bajo nivel simultáneamente.
* Reemplaza ventajosamente la programación en Asembler.
* Utilización natural  de las funciones primitivas del sistema.
* No está orientado a ningún área en especial.

Hay toda una serie de operaciones que puede hacerse con el lenguaje C, que realmente no están incluidas en el compilador propiamente dicho, sino que las realiza un preprocesador justo antes de cada compilación.  Los dos más importantes son #define (directriz de sustitución simbólica o de definición) e #include (directriz en el fichero fuente).

Finalmente C, que ha sido pensado para ser altamente transportable y para programar lo improgramable, tiene algunos pequeños inconvenientes como todos los lenguajes:

Carece de instrucciones de entrada / salida, de instrucciones para manejo  de cadenas de caracteres, con lo que este trabajo queda para la librería de rutinas, con la consiguiente pérdida de transponibilidad.

La excesiva libertad en la escritura de los programas puede llevar a errores en la programación que, por ser correctos sintácticamente no se detectan a simple vista.

## Tipos de datos básicos en lenguaje c

### Entero:

Los números enteros son todos aquellos números que solo tienen una parte entera y no tienen parte decimal, hacen parte del subconjunto finito de los números Naturales, el rango depende de cuantos bits utilice para codificar el número, normalmente 2 bytes, para números positivos.

Con 16 bits se pueden almacenar 216 = 65536 números enteros diferentes de 0 al 65535, y de -32768 al 32767 para números con signo.

Por ejemplo 2, 14, -199,....

Operaciones asociadas al tipo entero:

Como norma general las operaciones asociadas a un tipo cualquiera serán aquellas cuyo resultado sea un elemento del mismo tipo

Las operaciones asociadas serian +, -, \*, % o /, etc.

### Real:

Los números reales son todos aquellos números que tienen una parte entera y una parte decimal. Estos hacen parte de subconjunto de los números reales limitado no sólo en cuanto al tamaño, sino también en cuanto a la precisión.

Suelen ocupar 4, 6 ó 10 bytes. Se representan por medio de la mantisa, y un exponente (1E-3 = 0’001), utilizando 24 bits para la mantisa (1 para el signo y 23 para el valor) y 8 bits para el exponente (1 para el signo y 7 para el valor).

El orden es de 10-39 hasta 1038.

Por ejemplo

6.9, 33.00123, 3E-34......

Las operaciones asociadas serian +, -, \*, % o /, etc.

### Lógico:

Es un dato que puede tomar dos valores:

Cierto y Falso. ‘1’ y ‘0’.

Operaciones asociadas a este tipo de dato son: Todos los operadores lógicos y de relación.

Operadores lógicos

|  |  |  |
| --- | --- | --- |
| Conjunción | **Y** | **&&** |
| Disyunción | O | || |
| Negación | NOT | ! |

Operadores de relación

|  |  |  |
| --- | --- | --- |
| Mayor que | > | “Cuando vamos a crear una condición podemos combinar tantos operadores como deseemos” |
| Menor que | < |
| Igual | == |
| Diferente | != |

Y sus combinaciones

|  |  |
| --- | --- |
| Mayor o igual que | >= |
| Menor o igual que | <= |

### Carácter:

Un carácter (letra) se guarda en un solo byte como un número entero, el correspondiente en el código ASCII, que se muestra en la Tabla para los caracteres estándar (existe un código ASCII extendido que utiliza los 256 valores)

Sabiendo la fila y la columna en la que está un determinado carácter puede componerse el número correspondiente.

Por ejemplo.

La letra A está en la fila 6 y la columna 5. Su número ASCII es por tanto el 65.

El carácter % está en la fila 3 y la columna 7, por lo que su representación ASCII será el 37.

Los caracteres se representan entre comillas simples ‘a’, ‘D’... y abarcan:

‘0’ … ‘9’

‘a’ … ‘z’

‘A’ … ‘Z’

‘!’, ‘#’, ‘(‘, Etc.

Un espacio en blanco ‘ ‘ también es un carácter. Por tratarse de un tipo de datos enumerados y con una representación como la de un entero.

### Cadena:

Los datos de este tipo contendrán una serie finita de caracteres.

Podrán representarse de estas dos formas:

‘H’ ’O’ ’L’ ’A’ == “HOLA”

No es lo mismo “H” que ‘H’, ya que el primero es una cadena y el segundo un carácter. Las operaciones relacionadas con las cadenas son:

Concatenar(C1,C2), Longitud(C1), Extraer (C1,N)

Ejemplos:

C1 = “Hola”, C2 = “Pepeeerl”

C3 = Concatenar(C1,C2) //C3=”HolaPepeeerl”

X = Longitud(C2) //X=8

C3=Extraer(C1,3) C3=”Hol”

Entero, Real, Carácter, Cadena y Lógico son tipos predefinidos en la mayoría de los lenguajes de programación. Además el usuario podrá definir sus propios tipos de datos, si estos facilitan de alguna manera la resolución del problema.

## Tipos de variables básicas

En C tenemos los siguientes tipos de datos básicos: char, int, float y double. Los dos primeros son enteros y los otros dos del tipo real (admiten decimales). Estos cuatro tipos de datos se pueden convertir en algunos más cuando hacemos uso de los especificadores (o modificadores) en los tipos enteros. Al final, se nos quedan como aparecen en la tabla.

|  |  |  |
| --- | --- | --- |
| TIPO | BYTES | RANGO DE VALORES |
| Char | 1 | -128 a 127 |
| Signed char | 2 | 128 a 127 |
| Unsigned char | 1 | -255 a 255 |
| Short int | 2 | -32768 a 32767 |
| Signed short | 2 | -32768 a 32767 |
| Unsigned short | 2 | 0 a 65535 |
| Long int | 4 | -2147483648 a 2147483647 |
| Signed long | 4 | -2147483648 a 2147483647 |
| Unsigned long | 4 | 0 a 4294967295 |
| Int (16 bits) | 2 | -32768 a 32767 |
| Signed int (16bits) | 2 | -32768 a 32767 |
| Unsigned int (16 bits) | 2 | 0 a 65535 |
| Int (32 bits) | 4 | -2147483648 a 2147483647 |
| Signed int (32 bits) | 4 | -2147483648 a 2147483647 |
| Unsigned int (32 bits) | 4 | 0 a 4294967295 |
| Float | 4 | - 3.402823466 E + 38a3  +3.402823466 E + 38 |
| Double | 8 | -1.7976931348623158E + 308  1.7976931348623158E + 308 |

Como se puede observar en el cuadro anterior, los tipos enteros sin modificador de signo se corresponden a tipos con signo (**signed**).

Ahora bien, en algunos compiladores es posible indicar si queremos que los números sean considerados sin signo. Así pues, si queremos que nuestro programa se comporte igual independientemente del compilador con que haya sido compilado podemos hacerlo.

Algo parecido puede ocurrirnos con los **int**, que en los sistemas de 16 bits serán considerados como short y en los de 32 como **long**.

Si vamos a declarar una variable int que pueda salirse del rango de los short sería recomendable usar long (o long int) para que funcionara en cualquier sistema.

Todo esto para dar la portabilidad y confiabilidad al manejo de datos.

### Constantes

Una constante es un dato que permanece fijo dentro de un mismo programa. El término constante designa un valor específico y determinado, que se define al hacer un programa y que no cambia a lo largo del mismo. También a las constantes se les debe de colocar un nombre y deben ser de un determinado tipo de dato.

Existen dos tipos de constantes en C. Estos son los siguientes:

### Numéricas

Son aquellas con las cuales se pueden realizar operaciones de tipo aritmético.

### Enteras

Una constante entera es una sucesión de dígitos precedidos o no del signo (+) O (-).

Ejemplo de ello tenemos:

|  |  |
| --- | --- |
| 10 | 0 |
| 2 | -1 |
| 12350 | -13500 |

Note como las constantes enteras pueden ser positivas o negativas. Inclusive, es posible escribir una constante entera así: +12

Note también como no se usan separadores para los miles. El número 12350 se escribió simplemente así: 12350

Es bien importante tener en cuenta que no hace falta hacer declaraciones previas de las constantes enteras. Simplemente se escriben donde se necesitan.

Además, cabe notar que no se requieren símbolos especiales alrededor de las constantes enteras. Se escriben tal como son.

### Octales

Para las constantes enteras-octales se debe anteponer el número cero (0).

Ejemplo: 062, 035, 045.

### Hexadecimales

Para las constantes enteras hexadecimales se debe anteponer el cero y la equis (0X).

Ejemplo:

|  |  |
| --- | --- |
| 0x10 | 0x1A |
| 0x2F4 | 0X20B |

Note cómo las letras que representan dígitos del sistema hexadecimal, al igual que la equis que acompaña al cero, pueden ser escritas tanto en mayúscula como en minúscula. Para el computador es indiferente.

### Decimal

Para las constantes enteras-decimales de deben presentar tal cual son.

Ejemplo: 56,333 67,333123 78,0000 34.6565

### Reales

Una constante de tipo real equivale al valor de un número real usual, es decir, una cantidad formada por una parte entera y una fraccionaria.

Otro nombre como se conocen es datos de punto flotante

Las constantes de tipo flotante también se escriben de manera similar a la forma como las empleamos en aritmética convencional.

Ejemplo:

|  |  |
| --- | --- |
| 12.5 | 1.6 |
| -2341.189 | -0.146987 |

Por supuesto, el principal indicador de que se trata de constantes de punto flotante es el punto.

12.0

Son constantes de punto flotante. No importa que su parte fraccionaria sea cero, la sola presencia del punto la convierte en una constante de punto flotante.

Note como las constantes de punto flotante también pueden ser negativas o positivas y que se puede usar el signo más (+) explícitamente.

El número de dígitos decimales no está limitado y puede ser cualquiera. Sin embargo, si un número constante de punto flotante tiene demasiados dígitos (entre enteros y decimales) entonces el computador terminará haciendo una aproximación para efectos de su almacenamiento dentro de la memoria del computador.

Los números constantes de punto flotante también pueden ser escritos usando la notación científica exponencial.

Ejemplos de constantes de punto flotante escritas de esta manera son:

6.2e13

-.36E-15

-83.423e+12

1E3

El significado numérico de cada una de estas constantes en forma respectiva es:

6.2x1013 ó 62000000000000

-0.36x10-15 ó -0.00000000000000036

-83.426x1012 ó -83423000000000

1x103 ó 1000

En C están definidas dos clases de constantes reales que son:

### Float y double

Estas se definen normalmente en dígitos de precisión. Las magnitudes de estos dos tipos de reales dependen del método utilizado para representar los números en coma flotante.

Ejemplo:

float 64 🡪 Aproximadamente seis (6) dígitos de precisión.

double 🡪 Aproximadamente doce (12) dígitos de precisión.

### Alfanuméricas

Son conjuntos de caracteres con los cuales no se pueden realizar operaciones aritméticas.

### Simbólicas

Constantes son definidas en C para ampliar el ambiente de programación en el lenguaje, para hacer más óptima una aplicación determinada.

Para llevar a cabo este tipo de constantes se utiliza la instrucción #define de la siguiente manera:

#define cadena de caracteres

Nota: En este tipo de instrucciones no hay punto ni coma, además, puede existir cualquier número de blancos entre el #define y la cadena de caracteres.

La cadena de caracteres hace referencia a dos partes que son: una variable que va a ser constante durante la ejecución del programa y un valor determinado que va a tomar esa variable.

Ejemplo: #define N 10

El ejemplo anterior dejará constante la variable N con un valor de 10.

El #define es sumamente importante en lo que hace referencia a la portabilidad de los programas.

### Lógicas

Son las que provienen de realizar comparaciones lógicas. Se podría definir como un estado de 1 ó 0.

Ejemplo:

Datos lógicos: falso verdadero

Si No

1 0

### Variables

Una variable es algo que puede cambiar su valor dentro de un mismo programa (durante su ejecución). En sistemas es el nombre que se le da a un trozo de la memoria principal del computador. De tal manera que podamos depositar datos en ella. A las variables les debemos dar un nombre el cual debe iniciar siempre con una letra.

**Ejemplo:**

Si quiero llevar la cuenta de las personas que van ingresando a un cine, entonces requerimos de una variable, a la cual le asignamos un valor.

**Ejemplo:**

Persona \_ cine = 1 y lo habrán hecho 2, 3, 4 y así sucesivamente.

Debido a que los datos variables pueden tomar muchos valores durante la ejecución de un programa, no pueden tener un valor preciso como el de las constantes. En lugar de ello, debemos asignarles un nombre en forma similar a como lo hacemos en el álgebra.

De esta manera, una variable podría llamarse simplemente **X** o también podría llamarse **Y**

En realidad, se acostumbra que los nombres de las variables digan un poco más sobre su razón de existencia. Por ejemplo, para llevar la cuenta de las personas que ingresan al teatro, podríamos usar una variable como:

Personas para calcular el promedio de las personas que ingresaron a cine

Promedio *personas o P\_*CINE

En general, podemos usar cualquier nombre para las variables respetando unas reglas simples:

* Los nombres de las variables deben empezar con una letra (no importa si es minúscula o mayúscula) o con el símbolo de subrayado\_.
* Los nombres de las variables no pueden contener espacios ni símbolos especiales como &, ., (, + y así sucesivamente. Tampoco pueden contener letras tildadas o eñes.
* Los nombres de las variables pueden contener dígitos y más símbolos de subrayado. El valor numérico de los dígitos dentro de los nombres de las variables no tendrá ningún significado particular para el computador. Simplemente harán parte del nombre.
* No se pueden emplear como variables aquellas palabras que son consideradas propias del lenguaje y a las que se les llama

Palabras reservadas.

**NOTA: “**Una palabra reservada es una palabra usada por el lenguaje para algún fin particular y que por tanto, está reservada para él y no puede ser usada como nombre de variable ni de ninguna otra clase de objetos.**”**

## Lista de palabras reservadas

La lista de palabras reservadas por C ANSI estándar son tan sólo 32, las cuales se listan a continuación

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| auto | break | case | char | const |
| continue | default | do | double | else |
| enum | extern | float | for | goto |
| if | int | long | register | return |
| short | signed | sizeof | static | struct |
| switch | typedef | union | unsigned | void |
| volatile | while |
| Nota: Además de estas palabras se debe tener en cuenta no usar palabras de las funciones de las librerías usadas. | | | | |

En general es muy aconsejable ***elegir los nombres*** de las variables de forma que permitan conocer a simple vista qué tipo de variable o función representan.

Veamos entonces algunos ejemplos de nombres de variables válidos:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| suma | resultado | calcuo | distancia\_1 | valor2 |
| T | F | valorFinal | registroInicial | elemento01\_02 |

El uso de las mayúsculas y minúsculas es de libre elección para el programador.

Se recomienda que los nombres de las variables no sean demasiado largos y que además sean fácilmente legibles.

Si es importante anotar que para el computador, en lenguaje C, las mayúsculas y minúsculas se diferencian plenamente. De esta forma, las variables

total\_factura, Total\_factura, Total\_Factura

Son tres variables claramente diferenciadas y válidas.

Ahora, veamos algunos ejemplos de nombres de variables no válidos junto con las razones por las que no lo son:

* **Total Operación** (no se puede usar espacios ni tampoco letras tildadas)
* **7ma** (no puede empezar con un dígito)
* **a + b** (no se deben emplear símbolos especiales como +)
* **Descuento.Porcentual** (no se puede emplear el punto **.** )

Para poder emplear una variable entera, es necesario hacer una declaración previa de su existencia. Para ello se usa la palabra reservada **int.**Por ejemplo, para poder usar una variable entera a*vance* dentro de nuestro programa, se requerirá indicarlo así:

int avance;

Esta instrucción tiene un significado muy preciso: le estamos indicando al computador, que dentro de nuestro programa usaremos una variable llamada avance,que será de tipo entero.

## Operadores

Los operadores nos permiten identificar la acción que se debe efectuar entre variables y o constantes.

Un operador es un símbolo que indica al compilador que lleve a cabo ciertas manipulaciones matemáticas o lógicas.

En C hay tres clases generales de operadores: aritméticos, relacionales, lógicos, y a nivel de bits. Además, C tiene operadores especiales para determinadas tareas.

### Aritméticos

Estos tipos de operadores se pueden utilizar en todos los tipos predefinidos en C.

Dentro de estos están:

Suma(+)

Resta(-)

Multiplicación (\*)

División (/)

Residuo de división (%) (resto de la división entera).

**NOTA:** EL operador % se aplica solamente a constantes, variables o expresiones de tipo entero.

Ejemplo: 23%4 es 3, puesto que el resto de dividir 23 por 4 es 3.

En C el operador **%** de división en modulo proporciona el resto de una división entera. Por ello, % no puede aplicarse a los tipos de coma flotante ( reales )

Una **expresión** es una combinación de variables y constantes relacionadas mediante distintos operadores. Un ejemplo de expresión en la que intervienen operadores aritméticos es la siguiente:

*Función:*

Y = (3 \* x) – (x \*x/2)

Estos operadores pueden aplicarse a casi todos los tipos de datos predefinidos y permitidos en C.

int x, y, z;

x = 30; y = 3;

z = 10 %3

x= (-b+raiz ((b\*b) - (4\*a\*c))) / (2\*a);

Donde, estrictamente hablando, sólo lo que está a la derecha del operador de asignación (=) es una expresión aritmética. En las expresiones se pueden introducir espacios en blanco entre operandos y operadores; por ejemplo, la expresión anterior se puede escribir también de la forma:

x = ( -b + sqrt ((b \* b) - (4 \* a \* c))) / (2 \* a)

Los operadores, las constantes y las variables son los constituyentes de las **expresiones**.

### Conversiones de tipos en las expresiones

Cuando en una expresión se mezclan constantes y variables de distintos tipos, se convierten a un tipo único. El compilador de C convierte todos los operandos al tipo del mayor operando. Esto se hace operación a operación, tal como describen las siguientes reglas de conversión de tipos:

1. cualquier **char** y **short int** es convertido a **int.** Cualquier **float** es convertido a **double**.
2. Para todos los pares de operandos, si uno de los operandos es **long double**, el otro operando se convierte a **long double**.

Si no, si un operando es **double**, entonces el otro se convierte a **double.**

Si no, si un operando es **long**, entonces el otro se convierte a **long**.

Si no, si un operando es **unsigned**, entonces el otro se convierte a **unsigned**.

Una vez aplicadas las reglas de conversión de tipos, cada par de operandos será del mismo tipo y el resultado de cada operación será del mismo tipo que el de los operandos.

### Espaciado y paréntesis

Para dar mayor legibilidad, se pueden añadir tabulaciones y espacios a discreción en una expresión. Por ejemplo, las dos expresiones siguientes son la misma.

a) X=10/y(127/x); b) X = 10 / y ( 127 / x ) ;

El uso de paréntesis redundantes o adicionales no produce errores ni disminuye la velocidad de ejecución de una expresión. Conviene utilizar paréntesis para hacer más claro el orden en que se producen las evaluaciones, tanto para uno mismo como para los que tengan que seguir después el programa.

Por ejemplo, si tuviera dos expresiones ¿cuál de las siguientes es más fácil de leer?

X = y/ 3-34 \* Temp & 127;

X = (y/3) – (34\*( Temp & 127) );

### Relaciónales

Estos operadores hacen referencia a la relación existente entre unos valores y otros. Estos operadores son:

|  |  |
| --- | --- |
| Operador | Acción |
| > | Mayor que |
| < | Menor que |
| >= | Mayor o igual que |
| <= | Menor o igual que |
| == | Igual |
| != | Diferente |

Nota “En el término operador relacional la palabra relacional se refiere a la relación entre unos valores y otros”

### Asignación

Los **operadores de asignación** atribuyen a una variable es decir, depositan en su zona de memoria correspondiente el resultado de una expresión (en realidad, una variable es un caso particular de una expresión).

El operador de asignación más utilizado es el **operador de igualdad** (=), que no debe ser confundido con la igualdad lógica (==). Su forma general es:

nombre\_variable = expresión;

Primero se evalúa **expresión** y el resultado se pone en **nombre \_ variable**.

Nota “el operador de asignación (=) representa una sustitución”, ya que toma el valor de la expresión y lo guarda en la variable nombre\_ variable.

### Abreviatura

Estos operadores fueron creados con el propósito de simplificación y disminución de errores en los programas.

El lenguaje C admite abreviaturas que simplifican la escritura de ciertos tipos de sentencias de asignación. Algunas de estas son:

+= -= \*= /= % ==

**Ejemplo:**

x = x +1 es igual a x += 1 es igual x++

y = y \* y +1 es igual a y \*= y + 1

a = 5;

Cuando el computador se encuentra con el operador igual, lo que hace es “calcular” el resultado total de todo lo que se encuentra a su derecha, toma este valor y lo almacena como contenido de la variable que se encuentra a la izquierda.

Usando otras palabras, el operador de asignación, **asigna** a la variable el resultado de la expresión. En el caso anterior a la variable *a* se le asigna el valor 5 (por que el resultado de calcular todo lo que se encuentra a la derecha del igual es simplemente el valor 5).

### Lógicos

Los operadores lógicos son operadores binarios que permiten combinar los resultados de los operadores relacionales, comprobando que se cumplen las condiciones necesarias. Como **operadores lógicos** tenemos:

El operador Y (&&), el operador O (||) y el operador NO (!)

En inglés son los operadores **&&, || y !** Su forma general es la siguiente:

expresion1 **&&** expresion2,

expresion1 **||** expresión,

**!**expresión Cuando las de cada bit (Complemento a 1)

**&&**  And lógica bit a bit

**||** Or lógico bit a bit

**^**  Xor

**>>** Desplazamiento a la derecha

**<<**  Desplazamiento a la Izquierda

Los operadores **&&** y **||** se pueden combinar entre sí paréntesis. Por ejemplo:

(4==1) || (-10==-10) //el resultado es 1

(2==2) && (3==-1) //el resultado es 0

((2==2) && (3==3)) || (4==0) //el resultado es 1

((6==6) || (8==0)) && ((5==5) && (3==2)) //el resultado es 0

((250) && (330)) 250>0,330 > 0 //el resultado es 1

Es decir, se refieren a la forma en que los operadores relacionales pueden conectarse entre sí.

Estos son:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Predicados | | && (Y) | || (O) | ! (NO) |
| p | q | P&&q | p||q | !p |
| 0 | 0 | 0 | 0 | 1 |
| 0 | 1 | 0 | 1 | 1 |
| 1 | 0 | 0 | 1 | 0 |
| 1 | 1 | 1 | 1 | 0 |

En el término operador lógico, la palabra lógico se refiere a las formas en que los operadores relacionales pueden conectarse entre sí, siguiendo las reglas de la lógica formal.

### Sentencias:

Si observamos cualquier expresión, la variable que está a la izquierda del signo **(=),** el operador de asignación, la expresión aritmética y el carácter **(;)** constituyen una sentencia.

Las sentencias son unidades completas, ejecutables en sí mismas.

Ya se verá que muchos tipos de sentencias incorporan expresiones aritméticas, lógicas o generales como componentes de dichas sentencias.

## Instrucciones de entradas y salida:

|  |  |
| --- | --- |
| Salida | Entrada |
| printf | scanf |

La librerías que se utilizan son:

#include <stdio.h> para funciones estándar de C ANSI

Formato de la instrucción p**rintf**

printf(“Mensaje formato”,nom\_variable);

**Cadenas y variables:**

Se escribe la cadena, se separa la variable con una coma, y después se escribe otra cadena. Se pone otra coma y se escribe la **cadena.**

Ejemplo:

printf(“la base %d”, b, ”por la altura”, a, ”es la superficie”, s)

**Tipos de formatos**

**Manejo de datos numéricos**

|  |  |
| --- | --- |
| Identificador | Descripción |
| %d | Para el manejo de números enteros |
| %i | Para el manejo de números enteros |
| %f | Para el manejo de números reales |
| %o | Para el manejo de números en Octal |
| %x | Para el manejo de números en Hexadecimal |
| %p | Para el manejo de apuntadores |

**Manejo de caracteres y cadenas**

|  |  |
| --- | --- |
| Identificador | Descripción |
| %s | Para el manejo de cadenas |
| %c | Para el manejo de caracteres |

**Manejo de presentación por pantalla**

|  |  |
| --- | --- |
| Identificador | Descripción |
| %v | Para Visualizar el texto o números verticalmente |
| %h | Para Visualizar el texto o números horizontalmente |

**Ejemplo:**

int h;

printf(“Digite un numero”);

scanf(“%d”,&h)

**Ejemplo 2**

Int A=1;

//Visualiza un mensaje y el contenido de la variable A:

Printf(“ el valor es %d ”,A);

**La instrucción de lectura**  **Scanf ()**

Toma los valores de forma interactiva desde el dispositivo de entrada estándar (teclado), introduciéndolos en las variables que forman parte de la instrucción. Los tipos de datos introducidos deben coincidir con los de las variables que los recogen.

Hay dos formas de usarlas:

**Formato scanf**

scanf(“tipo\_formato”, direccion Nom\_Variable);

scanf( “%d”, & h );

Donde la dirección me indica la posición donde queda almacenada la variable, en este caso la variable h

**Estructuras de programas**Cualquier programa puede ser realizado con una combinación de las siguientes estructuras de sentencias que definimos a continuación:- **Secuencial- Selectiva- Repetitiva**

**Estructura secuencial**

En esta estructura, cada acción se ejecuta en el orden preestablecido, por como son enumeradas a lo largo del programa. Se ejecutan de forma secuencial (una detrás de otra) y no puede verse alterado el orden de ejecución.

En primer lugar se ejecutaría la accion1, luego la acción2..., y así sucesivamente. Hasta llegar al fin del programa.

En el siguiente caso se evidencia una secuencia de acciones que consiste en la asignación de valores a variables y posteriormente incremento entre las mismas. Veamos:

Diagrama de flujo Pseudocódigo

Acción 1 X = 5; //Asignamos a x el valor 5

Acción 2 Y = 7; //Lo mismo con y el valor 7

Acción 3 Z = x + y; //Asignamos a z el valor x + y

Acción 4 X = x +3; //Incrementamos x en 3

Acción 1

Acción 2

Acción 3

## Estructuras de control selectivas

En ciertos programas, durante su ejecución, se pueden necesitar unas variaciones de acuerdo con el cumplimiento o no de algunas condiciones. Mediante las estructuras selectivas podemos tomar decisiones, en las cuales se **evalúa una condición** y en función del resultado **se ejecuta** o no una acción o acciones.

Las distintas estructuras de las que disponemos son:

if (si, entonces) y switch (según sea haga )

La mayoría de las sentencias de control de programa de cualquier lenguaje de computadora, incluyendo a C, se basan en una prueba condicional que determina la acción que se ha de llevar a cabo.

De acuerdo con la sintaxis de C, una sentencia puede consistir en una de las siguientes: una única sentencia, un bloque de sentencias o nada (en el caso de sentencias vacías). El termino sentencia se usa para cualquiera de las tres posibilidades.

### Selección Incompleta (simple)

La estructura alternativa simple **si-entonces**,ejecuta una determinada acción cuando se cumple una determinada condición. La selección sí-entonces, evalúa la condición, y si la condición es verdadera, entonces ejecuta la acción (o acciones), o si la condición es falsa, entonces no hace nada y el programa continúa con la siguiente instrucción.La representación gráfica de la estructura condicional simple se muestra en la siguiente figura:

**Ejemplo 1:**

Diagrama de flujo Pseudo código

Falsa

Condición

Acciones

Acción

Fin

Verdadera

Nombre \_ programa

Inicio

si (condición)

entonces

<acción 1>

<acción 2>

fin

**Lenguaje C**

|  |  |
| --- | --- |
| 1 | #include <stdio.h> //librería |
| 2 | void main( ) //inició |
| 3 | { |
| 4 | if (expresión ) //evalúa la condición |
| 5 | sentencia1; //accion1 |
| 6 | sentencia2; //accion2 |
| 7 | } |

**Ejemplo 2:**El siguiente ejemplo ilustra una secuencia de condiciones que serán evaluadas a lo largo del programa, y dependiendo de su veracidad serán ejecutadas las respectivas acciones. Veamos.

Programa que indica el estado de un número. (positivo, negativo o igual a cero)

Pseudocódigo

Inicio{

leer (numero);

**Si** (numero = 0) **entonces**

escribe (“el numero digitado es igual a cero”);

**Si** (numero<0) **entonces**

escribe (“el numero digitado es negativo”); **Si** (numero>0) **entonces**

escribe (“el numero digitado es positivo”);}

Por ejemplo: Aquí contemplamos sólo una acción en el caso en que se cumpla la condición: (solo hallamos la raíz)

Pseudocódigo

inicio{ leer (x); // Obtenemos x desde el teclado

**si** (x>=0) **entonces**

y = raíz(x);// si x es positiva hallamos la raíz

x = x \* x; // hacemos x2

escribe (x); // Escribimos el valor de x

}

### Estructura de selección completa

Se realizará cuando sí se cumple la condición y cual se hará cuando no se cumpla.

Su pseudocódigo es el siguiente:

V

V

F

F

F

Inicio

Digite el num

Num : ENTERO

Si num=0

Si

Num>0

Imprime: num es igual cero

Imprime: num es positivo

Imprime: num es negativo

Fin

**Pseudocódigo**

(Con acción compuesta)

**si** (condición) **entonces**

{

<acción 1>;

}

**sino**

{

**si** (condición) **entonces**

{

<acción 2>;

}

**sino**

{

<acción 3>;

}

}

**Ejemplo 2.**

Inicio

{

leer (edad);

**si** (edad>=18) **entonces**

{

escribe (“usted es mayor de edad”);

escribe (edad);

}

sino

{

escribe (“usted es menor de edad”)

escribe (edad);

}

}

### Switch (según sea)

C incorpora una sentencia de decisión de ramificación múltiple denominada **switch.** Esta sentencia compara sucesivamente una variable con una lista de constantes enteras o de caracteres. Cuando se encuentra una opción válida, se ejecuta una sentencia o bloque de sentencias.

La forma general de la sentencia **switch** es:

Caso 1

Caso 6

Caso 2

2

Caso 3

Caso 4

Caso 5

Condición

dición

Acción 1

Acción 2

Acción 3

Acción 4

Acción 5

Acción 6

switch (variable)

{

case constante1: secuencia de sentencias

break;

case constante2: secuencia de sentencias

break;

case constante3: secuencia de sentencias

break;

default: secuencia de sentencias;

}

## Estructuras de control repetitivas

Algunas veces tendremos que realizar tareas que, dentro de un programa se deben repetir un **número determinado o indeterminado** de veces. Este es un tipo muy importante de estructura, ya que, nos permite ahorrar muchas líneas de código, pero para su uso hay que tener en cuenta ciertos aspectos que involucran su funcionalidad:

1. El conjunto de tareas debe ser finito, es decir las acciones que hacen parte del ciclo deben alguna vez llegar a un límite de operación.
2. La cantidad de veces que se repita dicho conjunto de instrucciones también debe ser finito, esto indica, que el **incrementador/decrementador** para dicho ciclo sumará o restará cierta cantidad de veces dependiendo de su condición, que a su vez puede ser explícita o implícita:
   * Una condición es **explicita** cuando depende únicamente de la misma ejecución del programa.
   * Una condición es **implícita** cuando depende únicamente de la voluntad del usuario y por lo tanto la cantidad de iteraciones o repeticiones del ciclo podrá llegar a ser diferente cada vez, dependiendo del gusto de cada usuario.
3. Igual que en las demás estructuras, los ciclos también deben estar demarcados por un inicio y un fin.

Por ejemplo: supongamos que se desea sumar una lista de 35 números escritos desde teclado. Por ejemplo, calificaciones de los alumnos de una clase.

Hasta ahora lo que haríamos es leer los números en una variable y añadir sus valores a una variable SUMA, que contenga las sucesivas sumas parciales. La variable SUMA se hace igual a cero y, a continuación se incrementa en el valor del número cada vez que uno de ellos se lea.

En pseudo código:

**Inicio**

entero número, suma;

suma = 0;

Leer (numero);

suma = suma + numero;

Leer (numero);

suma = suma + numero;

**Fin**

Y así sucesivamente para cada número de la lista (los 35 alumnos). En otras palabras, el algoritmo repite muchas veces las acciones.

Cuando se utiliza un bucle para sumar una lista de números, se necesita saber cuántos números se han de sumar. Para ello, necesitaremos conocer algún medio para finalizar el bucle. En el ejemplo anterior se repetiría **desde** 1 **hasta** 35 la acción de pedir la nota.

### Estructura mientras

Es aquella en la que la acción o grupo de acciones se repetirá **mientras** se cumpla la condición y en el momento en que no se cumpla se saldrá del bucle:

Una variable contendrá los valores del número de veces que queramos realizar una secuencia de código, por lo tanto debemos **conocer obligatoriamente** el número de veces (iteraciones) que se realizaran.

En pseudo código:

i = índice

**desde** i = valor\_inicial **hasta** i = valor\_final **incremento** valor **<acción>;**

**Diagrama de flujo del Mientras**

Acción

Condición

Verdadero

**Ejemplo 1**: el siguiente programa determina la cantidad de números impares comprendidos entre 1 y 100. Veamos:

Inicio

i = 1; h = 100;

**desde** (i) **hasta** (h)

inicio

i = i + 2;

escribe (“cantidad de números impares es:”);

escribe (i);

fin desde

Fin

El formato general del bucle **for** de C se encuentra de una forma o de otra en todos los lenguajes de programación de procedimiento. En C, sin embargo, proporciona una potencia y flexibilidad sorprendentes. La forma general de la sentencia **for** es:

For (inicialización; condición; incremento)

Sentencia;

### Estructura haga mientras

Con el ciclo **haga mientras,** el cuerpo del programa **se ejecuta siempre al menos una vez***.* Cuando una instrucción **haga mientras** se ejecuta, la primera cosa que sucede es la ejecución acciones o instrucciones y, a continuación se evalúa la condición. Si se evalúa como falsa, el cuerpo del programa se repite. Si es *verdadera,* el ciclo termina y el programa sigue en la siguiente instrucción**.**

Verdadero

Falsa

Condición

Acción

Inicio

Fin

**Ejemplo 1**: este es el mismo ejemplo 2 de la estructura mientras (que lee un número entero y arroja el valor de su sumatoria). Veamos:

Inicio

a = 0; b = 0;

leer (numero);

**haga**

a = a + 1;

c=a+b;

b=c;

**mientras** (a<= numero)

escribe (“la sumatoria es: ”);

escribe (c);

fin

**Ejemplo 2**: un programa que lee un número entero y determina cuantos dígitos lo componen. Veamos:

Inicio

nd = 0; leer(a);

haga

a = a/10;

nd = nd + 1;

**mientras** (a>=1)

escribe (“el numero tiene: ”);

escribe (”%d dígitos”, nd);

Fin

## Ejercicios en C

1. Realizar un programa que me determine si un número es par o no

|  |  |
| --- | --- |
| 1 | #include "stdio.h" |
| 2 | #include "conio.h" |
| 3 | int i,numero; |
| 4 | void main (void) |
| 5 | { |
| 6 | for(i=1;i<=10;i++) |
| 7 | { |
| 8 | printf("\n\n digite el numero %d:",i); |
| 9 | scanf("%d",&numero); |
| 10 | if((numero%2)==0) |
| 11 | printf(" el número es par:%d",numero); |
| 12 | else |
| 13 | if((numero%2)!=0) |
| 14 | printf(" el número es inpar :%d ",numero); |
| 15 | } |
| 16 | } |

1. Realizar un programa que me realice la suma de pares e impares de 10 números ingresados por teclado

|  |  |
| --- | --- |
| 1 | #include <stdio.h> |
| 2 | #include <conio.h> |
| 3 | int i, suma, suma1, num; |
| 4 | void main(void) |
| 5 | { |
| 6 | for(i=1;i<=10;i++) |
| 7 | { |
| 8 | printf("digite el numero: "); |
| 9 | scanf("%d",&num); |
| 10 | if((num%2)==0) |
| 11 | suma=suma+num; |
| 12 | else |
| 13 | if((num%2)!=0) |
| 14 | suma1=suma1+num; |
| 15 | } |
| 16 | printf("\n numeros pares %d \t",suma); |
| 17 | printf("\n total inpares %d\t",suma1); |
| 18 | getch(); |
| 19 | } |

1. Realizar un programa que lea un número y determine si es capicúa o no

En este capítulo se dará una introducción a los arreglos más básicos: los vectores y las matrices.

Se verán primero, los vectores, introducción de valores y manejo de los mismos. Después se pasará a ver los métodos de ordenamiento para los vectores, métodos que ayudan a organizar un vector de modo que sus valores vayan de menor a mayor.

Después se finalizará con una lección acerca de las matrices, el ingreso de datos y la manipulación de estos datos dentro de la matriz.

# CAPÍTULO III:

# Arreglos y métodos de ordenamiento

# Arreglos y métodos de ordenamiento

## Estructuras de agrupamiento de variables

### Arreglo:

Se puede definir como una variable que está formada por varios elementos, también podemos decir que un arreglo es una colección finita, homogénea y ordenada de elementos. Esta debe ser:

* **Finita:** Porque tiene un final.
* **Homogénea:** Porque todos los elementos del arreglo tienen el mismo tipo de dato:

Entero, reales, cadena de caracteres, etc.

* **Ordenada:** Porque se puede determinar cuál es el orden específico de cada elemento del arreglo a través del índice

### Arreglo (vectores):

En C, un arreglo es una lista de variables del mismo tipo, que se referencia por un nombre común. A una variable individual del arreglo se le llama *elemento del arreglo.*

Los arreglos constituyen un modo adecuado de trabajar grupos de datos relacionados.

Para declarar un arreglo unidimensional, se utiliza la forma general:

**Tipo de dato** nombre\_de\_variable [tamaño]

Por ejemplo, para declarar un arreglo entero de 7 elementos llamado array:

Int array[8];

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| *Índice:* | *0* | *1* | *2* | *3* | *4* | *5* | *6* | *7* |
| Contenido: | **7** | **3** | **6** | **9** | **8** | **4** | **0** | **2** |

Un vector está compuesto por 3 componentes:

* Por el nombre.
* Por un Subíndice.
* Por contenido (los elementos)

**Representaicon Grafica de un arreglo**

Nombre arreglo

0 1 2 3 4 5 6 7

7 3 6 9 8 4 10 2

Subíndice

Elementos

**Declaración**

Tipo de dato nombre\_variable [cantidad de elementos];

Por ejemplo:

int var[10]; //Para declarar enteros

char nombre[50]; //Para declarar cadenas

float numeros[200]; //Para declarar decimales

long double cantidades[25]; //Para declarar cantidades grandes

Si tomamos el primer caso, estamos declarando un vector de 10 variables enteras, cada una de ellas quedará individualizada por el subíndice que sigue al nombre del mismo es decir:

var1 [0], var1 [1], etc., hasta var1 [9].

Nótese que la cantidad de elementos es 10, pero su numeración va de **0 a 9**, y no de 1 a 10. En cada uno de estos elementos podemos almacenar una información del mismo tipo. En resumen un vector de N elementos tiene subíndices válidos entre **0 y N - 1**. Cualquier otro número usado como subíndice, traerá datos de otras zonas de memoria, cuyo contenido será impredecible.

Se puede referenciar a cada elemento, en forma individual, tal como se ha hecho con las variables anteriormente, por ejemplo:

var1[5]=40;  
contador = var1[3] + 7;

if (var1 [0] >= 37)

También es posible utilizar como subíndice expresiones aritméticas, valores enteros retornados por funciones, etc. Así podríamos escribir:

printf(" %d " , var1[ ++i] );  
var1 [8] = var1[ i + j ];

La inicialización de un vector local, puede realizarse en su declaración, dando una lista de valores iniciales:

int numero[8] = { 4 , 7 , 0 , 0 , 0 , 9 , 8 , 7 };

Obsérvese que la lista está delimitada por llaves. Otra posibilidad, sólo válida cuando se inicializan todos los elementos del vector, es escribir:

int numero[ ] = {0, 1, 2, 3, 4, 5, 6, 7, 8, 9};

Donde se obvia la declaración de la cantidad de elementos, ya que está implícita en la lista de valores constantes.

También se puede inicializar parcialmente un vector, por ejemplo:

int numero[10] = {1, 1, 1} ;

En éste caso los tres primeros elementos del mismo valdrán 1 (**uno**), y los restantes **cero** en el caso que la declaración sea global, o cualquier valor impredecible en el caso de que sea local.

**Ejemplo.**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| int M[5], I;  for ( I=0; I<5; I++) {  M[ I ]=I;  } | |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | |  | *0* | *1* | *2* | *3* | *4* | **Subíndice** | | **M** | **0** | **1** | **2** | **3** | **4** |  | |  | **Elementos** | | | | | |

El ejemplo anterior va llenado el arreglo uno por uno a medida que ciclo se va ejecutando.

M[0] =0;

Como imprimir un vector por pantalla:

int M[5], I;

for ( I=0; I< 5; I++)

{

printf (“los vectores son %d ”, M[I]);

}

**Ejemplo 1.**

Leer un vector de 10 elementos y almacenarlos en un vector. Determinar la suma sólo de los numero pares.

|  |  |
| --- | --- |
| 1 | #include "stdio.h" //Declaración de la librería del programa |
| 2 | #include "conio.h" |
| 3 | int v[10]; // Declaración del vector y las variables |
| 4 | int i, suma; |
| 5 | void main (void) // Inicio del programa |
| 6 | { |
| 7 | for(i=1; i<=10; i++) // Inicio de ciclo desde 1 hasta 10 |
| 8 | { |
| 9 | printf ("\n digite el numero %d:",i); |
| 10 | //Entrada de datos por teclado |
| 11 | scanf ("%d", &v[i]); //Lee y almacena en el vector |
| 12 | } |
| 13 | for(i=1;i<=10;i++) //Inicia el ciclo para recorrer el vector |
| 14 | { |
| 15 | //Evalúa si los elementos del vector son pares o no: |
| 16 | if ( (v[i] %2) == 0) |
| 17 | //Si se cumple la condición se suma los datos: |
| 18 | suma = suma + v[i]; |
| 19 | else //Si no cumple la condición escriba no es par |
| 20 | { |
| 21 | printf (" no es numero par "); |
| 22 | //imprime el resultado de la suma: |
| 23 | printf ("\n la suma de numeros pares es:%d ",suma); |
| 24 | } |
| 25 | } |
| 26 | getch(); //Visualiza en pantalla. |
| 27 | } //final del programa. |

**Ejercicio**

1. Realizar un programa que lea la temperatura del medio día de un mes y después informar la temperatura media mensual, así como los días más frío y más cálido.
2. Llenar un vector de 10 elementos y determinar cuántos números son múltiplos de 3.
3. Llenar un vector de 10 elementos y determinar cuántos números negativos, positivos y ceros tiene el vector.
4. Llenar un vector de 10 elementos e invertir el vector.
5. Llenar un vector de 10 elementos, digitar un número y determinar cuántas veces se repite el número.
6. Borrar un elemento del vector.
7. Llenar un vector de 10 elementos y determinar cuántos números están en los siguientes rangos.

num > 0

num > 3 num < 6

num > 8

1. Calcular el promedio de 50 valores almacenados. Determinar además cuantos son mayores que el promedio, imprimir el promedio, el número de datos mayores que el promedio y una lista de valores mayores que el promedio.
2. Almacenar 500 números en un vector, elevar al cuadrado cada valor y almacenar el resultado en otro vector.
3. Imprimir el vector original y el vector resultante.
4. Almacenar 30 números en un vector, imprimir cuántos son ceros, cuántos son negativos y cuántos positivos. Imprimir además la suma de los negativos y la suma de los positivos.
5. El dueño de una cadena de tiendas de artículos deportivos desea controlar sus ventas por medio de una computadora. Los datos de entrada son:

* El número de la tienda (1 a 50)
* Un número que indica el deporte del artículo (1 a 20)
* El costo del artículo.

1. Hacer un programa que escriba al final del día lo siguiente

* Las ventas totales en el día para cada tienda
* Las ventas totales para cada uno de los deportes.
* Las ventas totales de todas las tiendas.

1. Se tienen 50 alumnos los cuales se tiene la información sobre las calificaciones de la materia de LENGUAJES ALGORITMICOS.

Diseñe un diagrama que imprima:

* Cantidad de alumnos que aprobaron la materia.
* Cantidad de alumnos que tienen derecho a nivelación.
* El (o los) numero (s) de control de lo(s) alumno(s) que haya (n) obtenido la máxima calificación final.

## Algoritmos de Ordenamiento

Existen dos tipos de métodos de ordenación:

* Ordenación interna
* Ordenación externa

### Ordenación interna

Los métodos de ordenación interna se aplican principalmente a arreglos unidimensionales (vectores), con un número de elementos pequeños. En este caso aplica para datos de menos de 100 elementos.

Los principales algoritmos de ordenación interna son:

#### Método de Selección:

Este método consiste en buscar el elemento más pequeño del arreglo y ponerlo en primera posición. Luego, entre los restantes, se busca el elemento más pequeño y se coloca en segundo lugar y así sucesivamente hasta colocar el último elemento.

Por ejemplo, si tenemos el arreglo.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 40 | 21 | 4 | 9 | 10 | 35 |

Los pasos a seguir son:

**Paso 1**

Se busca el elemento más pequeño y la posición en que se encuentra.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **0** | **1** | **2** | **3** | **4** | **5** | **INDICE** |
|  | | | | | | |
| 40 | 21 | 4 | 9 | 10 | 35 |  |

En este caso es el número 4 y se encuentra en la posición 2 del vector.

Se intercambia el 4 por el 40 que se encuentra en la primera posición.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | | | | | | |
| **0** | **1** | **2** | **3** | **4** | **5** | **INDICE** |
|  | | | | | | |
| 40 | 21 | 4 | 9 | 10 | 35 |  |
|  | | | | | |  |

El vector queda así:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **0** | **1** | **2** | **3** | **4** | **5** | **INDICE** |
|  | | | | | | |
| 4 | 21 | 40 | 9 | 10 | 35 |  |

**Paso 2**

Se busca el segundo elemento más pequeño y la posición en que se encuentra, en este caso es el número 9.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **0** | **1** | **2** | **3** | **4** | **5** | **INDICE** |
|  | | | | | | |
| 4 | 21 | 40 | 9 | 10 | 35 |  |

Se incrementa una posición el índice en este caso pasa de posición cero al uno cambia el 9 por el 21.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | | | | | | |
| **0** | **1** | **2** | **3** | **4** | **5** | **INDICE** |
|  | | | | | | |
| 4 | 9 | 40 | 21 | 10 | 35 |  |
|  | | | | | |  |

**Paso 3**

Se busca el tercer elemento más pequeño y la posición en que se encuentra, en este caso es el número 10.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **0** | **1** | **2** | **3** | **4** | **5** | **INDICE** |
|  | | | | | | |
| 4 | 9 | 40 | 21 | 10 | 35 |  |

Se incrementa una posición el índice, en este caso pasa de posición uno al dos cambia el 10 por el 40.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | | | | | | |
| **0** | **1** | **2** | **3** | **4** | **5** | **INDICE** |
|  | | | | | | |
| 4 | 9 | 10 | 21 | 40 | 35 |  |
|  | | | | | |  |

**Paso 4**

Se busca el cuarto elemento más pequeño y la posición en que se encuentra, en este caso es el número 21.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **0** | **1** | **2** | **3** | **4** | **5** | **INDICE** |
|  | | | | | | |
| 4 | 9 | 10 | 21 | 40 | 35 |  |

Se incrementa una posición el índice, en este caso pasa de posición dos al tres. Se compara si el número que se encuentra en la tercera posición es menor que el número menor buscado, vemos que es igual, por lo que no lo movemos de posición y pasamos de nuevo a buscar el quinto elemento mas pequeño, vemos que es 35 y su posición es 5, ahora incrementamos el índice en uno y pasa a ser 4, entonces podemos intercambiarlos:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **0** | **1** | **2** | **3** | **4** | **5** | **INDICE** |
|  | | | | | | |
| 4 | 9 | 10 | 21 | 40 | 35 |  |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **0** | **1** | **2** | **3** | **4** | **5** | **INDICE** |
|  | | | | | | |
| 4 | 9 | 10 | 21 | 35 | 40 |  |

Un arreglo tiene N elementos, el número de comprobaciones que hay que hacer es de orden de:

**N\*(N-1)/2,** luego el tiempo de ejecución está en **O (n2)**

**Algoritmo en c (Método de selección):**

|  |  |
| --- | --- |
| 1 | int arreglo[N]; |
| 2 | int i, j, menor, aux; |
| 3 | for(i =0; i <N-1; i++) |
| 4 | { |
| 5 | for( j =i+1, menor=i; j<N; j++) |
| 6 | if (arreglo[j] < arreglo[menor]) |
| 7 | menor = j; // el menor pasa a ser el elemento j. |
| 8 | aux = arreglo[i]; // Se intercambian los elementos |
| 9 | arreglo[i] = arreglo[menor]; |
| 10 | arreglo[menor] = aux; |
| 11 | } |

#### Método de Burbuja:

Consiste en comparar pares de elementos adyacentes e intercambiarlos entre sí hasta que estén todos ordenados.

Con el arreglo anterior:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 40 | 21 | 4 | 9 | 10 | 35 |

**Primera pasada:**

* Se cambia el 21 por el 40.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 21 | 40 | 4 | 9 | 10 | 35 |

* Se cambia el 40 por el 4.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 21 | 4 | 40 | 9 | 10 | 35 |

* Se cambia el 9 por el 40.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 21 | 4 | 9 | 40 | 10 | 35 |

* Se cambia el 40 por el 10.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 21 | 4 | 9 | 10 | 40 | 35 |

* Se cambia el 35 por el 40.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 21 | 4 | 9 | 10 | 35 | 40 |

**Segunda pasada:**

Vector inicial.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 21 | 4 | 9 | 10 | 35 | 40 |

* Se cambia el 21 por 4.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 4 | 21 | 9 | 10 | 35 | 40 |

* Se cambia el 9 por el 21.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 4 | 9 | 21 | 10 | 35 | 40 |

* Se cambia el 21 por el 10

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 4 | 9 | 10 | 21 | 35 | 40 |

* Se cambia 21 por 35
* No intercambia 21 por el 35, ya que el 35 es mayor que el 21, solo intercambia en sentido contrario.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 4 | 9 | 10 | 21 | 35 | 40 |

* No intercambia 35 por el 40, ya que el 40 es mayor que el 35, solo intercambia en sentido contrario.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 4 | 9 | 10 | 35 | 21 | 40 |

**Tercer pasada:**

* No intercambia 9 por 4 pero va incrementando el índice

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 4 | 9 | 10 | 35 | 21 | 40 |

* No intercambia 10 por 9

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 4 | 9 | 10 | 35 | 21 | 40 |

* No intercambia 35 por 10

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 4 | 9 | 10 | 35 | 21 | 40 |

* Intercambia 21 por 35

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 4 | 9 | 10 | 21 | 35 | 40 |

Al terminar, los elementos están ordenados, pero para comprobarlo habría que acabar esta tercera comprobación y hacer una cuarta.

Si el arreglo tiene N elementos, para estar seguro de que el arreglo está ordenado, hay que hacer N-1 pasadas, por lo que habría que hacer **(N-1)\*(N-i-1)** comparaciones, para cada **i desde 1 hasta N-1.** El número de comparaciones es, por tanto, **N(N-1)/2,** lo que nos deja un tiempo de ejecución, al igual que en la selección, en **O (n2).**

Algoritmo en c:

|  |  |
| --- | --- |
| 1 | int arreglo[N]; |
| 2 | int i, j, aux; |
| 3 | for (i=0; i<N-1; i++) |
| 4 | for(j=0; j<N-i-1; j++) //Mirar los N-i-1 pares |
| 5 | if(arreglo[j+1] < arreglo[j]) |
| 6 | { |
| 7 | aux=arreglo[j+1]; |
| 8 | arreglo[j+1] = arreglo[j]; |
| 9 | arreglo[j] = aux; |
| 10 | } |

#### Método de Inserción Directa:

En este método lo que se hace es tener una sublista ordenada de elementos del arreglo e ir insertando el resto en el lugar adecuado, para que la sublista no pierda el orden. La sublista ordenada se va haciendo cada vez mayor, de modo que al final la lista entera queda ordenada.

**Ejemplo:**

Se tiene.

**0 1 2 3 4 5 Indice**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 40 | 21 | 4 | 9 | 10 | 35 |

La primera sublista ordenada es 40.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 40 | 21 | 4 | 9 | 10 | 35 |

Insertamos el 21

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 40 | 21 | 4 | 9 | 10 | 35 |

{40,21,4,9,10,35} <-- {40,40,4,9,10,35} <- aux = 21;

Ahora la sublista ordenada es {21,40}.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 21 | 40 | 4 | 9 | 10 | 35 |

<-- Insertamos el 4

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 21 | 40 | 4 | 9 | 10 | 35 |

{ 21,40,40,9,10,35 } <-- aux = 4;  
{ 21,21,40,9,10,35 } <-- aux = 4;

Ahora la sublista ordenada es {4, 21, 40}.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 4 | 21 | 40 | 9 | 10 | 35 |

<-- Insertamos el 9:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 4 | 21 | 40 | 9 | 10 | 35 |

{4,21,40,40,10,35} <-- aux = 9;  
{4,21,21,40,10,35} <-- aux = 9;

Ahora la sublista ordenada es {4, 9, 21, 40}.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 4 | 9 | 21 | 40 | 10 | 35 |

<--Insertamos el 10:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 4 | 9 | 21 | 40 | 10 | 35 |

{4,9,21,40,40,35} <-- aux = 10;  
{4,9,21,21,40,35} <-- aux = 10;

Ahora la sublista ordenada es {4, 9, 10, 21, 40}

Y por último insertamos el 35

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 4 | 9 | 10 | 21 | 40 | 35 |

{4, 9, 10, 21, 40, 40} <-- aux = 35;

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 4 | 9 | 10 | 21 | 35 | 40 |

El arreglo está ordenado

En el peor de los casos, el número de comparaciones que hay que realizar es de **N\*(N+1)/2-1**, lo que nos deja un tiempo de ejecución en **O (n2).** En el mejor caso (cuando la lista ya estaba ordenada), el número de comparaciones es N-2. Todas ellas son falsas, con lo que no se produce ningún intercambio. El tiempo de ejecución está en O(n).

El caso medio dependerá de cómo están inicialmente distribuidos los elementos. Se observa que cuanto más ordenada esté inicialmente más se acerca a **O(n)** y cuanto más desordenada, más se acerca a **O(n2).**

El peor caso es igual que en los métodos de burbuja y selección, pero el mejor caso es lineal, algo que no ocurría en éstos, con lo que para ciertas entradas podemos tener ahorros en tiempo de ejecución.

**Algoritmo en c:**

|  |  |
| --- | --- |
| 1 | int arreglo[N]; |
| 2 | int i, j, aux; |
| 3 | for(i=1; i<N; i++) |
| 4 | { |
| 5 | aux=arreglo[i]; |
| 6 | for(j=i-1;j>=0;j--) |
| 7 | { |
| 8 | if(aux>arreglo[j]) |
| 9 | { |
| 10 | arreglo[j+1]=aux; |
| 11 | break; |
| 12 | } |
| 13 | else |
| 14 | arreglo[j+1]=arreglo[j]; |
| 15 | } |
| 16 | if(j==-1) |
| 17 | arreglo[0]=aux; |
| 18 | } |

#### Método de Inserción binaria (SHELL)

Es el mismo método que la inserción directa, excepto que la búsqueda del orden de un elemento en la sublista ordenada se realiza mediante una búsqueda binaria, lo que en principio supone un ahorro de tiempo. No obstante, dado que para la inserción sigue siendo necesario un desplazamiento de los elementos, el ahorro, en la mayoría de los casos, no se produce, si bien hay compiladores que realizan optimizaciones que lo hacen ligeramente más rápido.

#### Método de Inserción Directa mejorado (Shell):

Es una mejora del método de inserción directa, utilizado cuando el arreglo tiene un gran número de elementos. En este método no se compara a cada elemento con el de su izquierda, como en el de inserción, sino con el que está a un cierto número de lugares (**llamado salto**) a su izquierda. Este salto es constante, y su valor inicial es N/2 (siendo N el número de elementos, y siendo división entera). Se van dando pasadas hasta que en una pasada no se intercambie ningún elemento de sitio. Entonces el salto se reduce a la mitad, y se vuelven a dar pasadas hasta que no se intercambie ningún elemento, y así sucesivamente hasta que el salto vale 1.

Por ejemplo, lo pasos para ordenar el siguiente arreglo son:

**0 1 2 3 4 5 6 7 8 índice**

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 9 | 10 | 4 | 40 | 21 | 8 | 25 | 45 | 55 |

Mediante el método de Shell serían: **n/2**= donde n es el tamaño del vector

Salto = 4

No hay cambio por que 9 es menor que 21

**Primera pasada:**

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 9 | 10 | 4 | 40 | 21 | 8 | 25 | 45 | 55 |

Se realiza el intercambio 10 por el 8 por que 10 es mayor que 8

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 9 | 8 | 4 | 40 | 21 | 10 | 25 | 45 | 35 |

🡨 No hay cambio

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 9 | 8 | 4 | 40 | 21 | 10 | 25 | 45 | 55 |

🡨 No hay cambio por que 40 es menor que 45

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 9 | 8 | 4 | 40 | 21 | 10 | 25 | 45 | 55 |

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 9 | 8 | 4 | 40 | 21 | 10 | 25 | 45 | 55 |

🡨 No hay cambio por que 21 es menor que 55

Volvemos a dividir el salto el salto era cuatro (4) Salto = salto/2;

**Segunda pasada:**

**🡨** Realizo el intercambio 9 por el 4

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 4 | 8 | 9 | 40 | 21 | 10 | 25 | 45 | 55 |

🡨 No hay cambio

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 2 | 8 | 9 | 40 | 21 | 10 | 25 | 45 | 55 |

🡨 No hay cambio

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 2 | 8 | 9 | 40 | 21 | 10 | 25 | 45 | 55 |

**🡨** Realizo el intercambio 40 por el 10

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 2 | 8 | 9 | 10 | 21 | 40 | 25 | 45 | 55 |

**🡨** No hay cambio

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 2 | 8 | 9 | 10 | 21 | 40 | 25 | 45 | 55 |

🡨 No hay cambio

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 2 | 8 | 9 | 10 | 21 | 40 | 25 | 45 | 55 |

🡨 No hay cambio

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 2 | 8 | 9 | 10 | 4 | 40 | 21 | 45 | 55 |

Volvemos a dividir el salto el salto era cuatro (2) Salto = salto/2;

Salto =1

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 2 | 8 | 9 | 10 | 21 | 40 | 25 | 45 | 55 |

🡨 No hay cambio

No hay cambio desde la posición donde está el número a la posición donde está el número 40 y 25 y realizo el intercambio

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 2 | 8 | 9 | 10 | 21 | 25 | 40 | 45 | 55 |

**🡨** Realizo el intercambio 40 por el 25

El arreglo quedo completamente ordenado

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 2 | 8 | 9 | 10 | 21 | 25 | 40 | 45 | 55 |

**Algoritmo en c:**

|  |  |
| --- | --- |
| 1 | int arreglo[N]; |
| 2 | int salto, cambios, aux, i; |
| 3 | for(salto=N/2; salto!=0; salto/=2) |
| 4 | for(cambios = 1; cambios != 0;) |
| 5 | { |
| 6 | cambios = 0; |
| 7 | for(i=salto; i<N; i++) |
| 8 | if(arreglo[i-salto]>arreglo[i]) |
| 9 | { |
| 10 | aux=arreglo[i]; |
| 11 | arreglo[i]=arreglo[i-salto]; |
| 12 | arreglo[i-salto]=aux; |
| 13 | cambios++; |
| 14 | } |
| 15 | } |

#### Método Ordenación rápida (QuickSort):

Este método se basa en la táctica "divide y vencerás", que consiste en ir subdividiendo el arreglo en arreglos más pequeños, y ordenar éstos. Para hacer esta división, se toma un valor del arreglo como pivote, y se mueven todos los elementos menores que este pivote a su izquierda, y los mayores a su derecha.

A continuación se aplica el mismo método a cada una de las dos partes en las que queda dividido el arreglo.

Por ejemplo, para dividir el arreglo

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 21 | 40 | 4 | 9 | 10 | 35 |

Los pasos serian.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 21 | 40 | 4 | 9 | 10 | 35 |

Se toma como pivote el **21**. La búsqueda de izquierda a derecha encuentra el valor 40, mayor que pivote, y la búsqueda de derecha a izquierda encuentra el valor 10, menor que el pivote.

Se intercambian:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 21 | 40 | 4 | 9 | 10 | 35 |

{21, 10, 4, 9, 40, 35} <-- Si seguimos la búsqueda, la primera encuentra el valor 40, y la segunda el valor 9, pero ya se han cruzado, así que paramos. Para terminar la división, se coloca el **pivote** en su lugar (en el número encontrado por la segunda búsqueda, el **9**, quedando:

{9, 10, 4, 21, 40, 35} <-- Ahora tenemos dividido el arreglo en dos arreglos más pequeños: el {9, 10, 4} y el {40, 35}, y se repetiría el mismo proceso.

**Algoritmo en c:**

|  |  |
| --- | --- |
| 1 | #include <stdio.h> |
| 2 | void ordenar(int \*arreglo, int desde, int hasta) |
| 3 | { |
| 4 | int i, d, aux; |
| 5 | if(desde >= hasta) |
| 6 | return; |
| 7 | for(i=desde+1, d=hasta;;) |
| 8 | { |
| 9 | for(; i<=hasta&&arreglo[i] <= arreglo[desde]; i++); |
| 10 | for(; d>=0 && arreglo[d] >= arreglo[desde]; d--); |
| 11 | if(i<d) |
| 12 | { |
| 13 | aux=arreglo[i]; |
| 14 | arreglo[i]=arreglo[d]; |
| 15 | arreglo[d]=aux; |
| 16 | } |
| 17 | else |
| 18 | break; |
| 19 | } |
| 20 | if(d ==desde-1) |
| 21 | d = desde; |
| 22 | aux=arreglo[d]; |
| 23 | arreglo[d]=arreglo[desde]; |
| 24 | arreglo[desde]=aux; |
| 25 | ordenar(arreglo, desde, d-1); |
| 26 | ordenar(arreglo, d+1, hasta); |
| 27 | } |
| 28 |  |
| 29 | void main() { |
| 30 | ordenar(arreglo, 0, N-1); |
| 31 | } |

En C hay una función que realiza esta ordenación sin tener que implementarla, llamada qsort (incluida en stdlib.h):

qsort(nombre\_arreglo, numero, tamaño, función);

Donde nombre\_arreglo es el nombre del arreglo a ordenar, número es el número de elementos del arreglo, tamaño indica el tamaño en bytes de cada elemento y función es una función que hay que implementar, esta recibe dos elementos y devuelve 0 si son iguales, algo menor que 0 si el primero es menor que el segundo, y algo mayor que 0 si el segundo es menor que el primero. Por ejemplo, el programa de antes sería:

|  |  |
| --- | --- |
| 1 | #include <stdio.h> |
| 2 | #include <stdlib.h> |
| 3 |  |
| 4 | int funcion(const void \*a, const void \*b) |
| 5 | { |
| 6 | if(\*(int \*)a<\*(int \*)b) |
| 7 | return(-1); |
| 8 | else if(\*(int \*)a>\*(int \*)b) |
| 9 | return(1); |
| 10 | else |
| 11 | return(0); |
| 12 | } |
| 13 |  |
| 14 | void main() |
| 15 | { |
| 16 | qsort(arreglo, N, sizeof(arreglo[0]), funcion); |
| 17 | } |

Claramente, es mucho más cómodo usar qsort que implementar toda la función, pero hay que tener mucho cuidado con el manejo de los punteros en la función, sobre todo si se está trabajando con estructuras.

## Cadenas

Se define como un arreglo de caracteres con un carácter de terminación nulo (“\0”).

En C el carácter nulo es el cero 0, el hecho que de que la cadena deba terminar en un carácter nulo significa que, para declarar un vector de caracteres es necesario que el tamaño sea más largo para poder ingresar la cadena de caracteres.

**Declaración**

Tipo de las variables nombre[cantidad de elementos];

**Por ejemplo:**

char str[50] ;

Gráficamente se puede observar así:

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Índice | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
|  | G | U | S | T | A | V | O | \0 |

La definición anterior se puede declarar así:

char nombre[] = “GUSTAVO”;

Se está definiendo una cadena de 8 elementos y el compilador, automáticamente inserta el carácter Nulo “\0”, indicando el final del arreglo.

Para trabajar con cadenas utilizamos la **función gets ( )**, esta función utiliza la librería STDIO.H. Lee caracteres hasta que pulse la tecla enter, el retorno de carro no se almacena, pero se reemplaza por un carácter nulo.

**Ejemplo:**

Printf (“introduzca el nombre no mayor de 50 caracteres”):

gets( str);

printf (“ %s ”,str);

La biblioteca estándar de C suministra muchas funciones relacionadas con cadenas, pero las funciones más importantes son

strcpy (hacia, desde)

“Esta funciones requiere un archivo de cabecera #include <string.h>

strcat (hacía, desde)

strlen (nom\_cadena)

strcmp (cadena1, cadena2)

### La función strcpy (cad1, cd2);

Esta función copia el contenido desde cadena2 hacia la cadena1, el contenido de cadena2 no cambia, esta función no realiza comprobación de limite, por lo tanto debemos asegúranos que la cadena1 sea lo suficientemente grande para contenerlo.

#### Ejemplo:

char cadena [20];

strcpy (cadena, “hola”) //Copia “hola” en una cadena

printf ( “%s” , cadena ) //Imprime la cadena

### La función strcat (cad1, cad2) ;

La función **strcat (cad1, cad2)** concatena una copia de *cad2* en *cad1* añadiéndola al final de *cad1* y dejando un carácter nulo.

El carácter nulo de terminación, que originalmente tenia *cad1* es sustituido por el primer carácter de *cad2.* La cadena *cad2* no se toca en esta operación. La función **strcat ()** devuelve *cad1.*

char cadena [20];

// Copia la palabra hola en una cadena:

strcpy (cadena, “hola”)

//Concatena la palabra hola con la palabra que tal:

strcat(cadena, “que tal”)

//Imprime la cadena la siguiente palabra hola que tal.

printf (“%s”, cadena)

### La función strcmp (cadena1, cadena2)

La función **strcmp (cad1, cad2)** compara lexicográficamente dos cadenas que finalizan con el carácter nulo y devuelve un entero que se interpreta de la siguiente forma:

X = strcmp(cadena1,cadena2);

* + Si (**x < o**) Las cadenas no son iguales la cadena 1 es menor que la cadena2.
  + Si (**x > o**) Las cadenas no son iguales la cadena 1 es mayor que la cadena2.
  + Si (**x == o**) Las cadenas son iguales

**Valor Interpretación**

X = Menor que 0 *cad1* es menor que *cad2*

X = 0 *cad1* es igual a *cad2*

X = Mayor que 0 *cad1* es mayor que *cad2*

**Ejemplo**

printf (“%d”, strcmp (uno, uno)); //Comparación de las cadenas

I = strcmp (uno, uno);

La variable I puede tomar el valor de cero, valor mayor que cero y un valor menor cero.

### La función strlen ( )

Devuelve la longitud de una cadena, en carácter su forma general es:

char cadena [20];

int longitud;

strcpy(cadena, “guillermo”); //Copia el nombre en una cadena.

longitud = strlen(cadena); //Devuelve la longitud de la cadena.

printf(“ %d”,longitud ); //Imprime la longitud de la cadena.

## Matrices:

El lenguaje C soporta, a diferencia de otros lenguajes, arreglos de n dimensiones.

Los arreglos de 3 o más dimensiones no son muy comúnmente usados debido a la cantidad de memoria que se necesita para su almacenamiento. Otro de los motivos por los cuales su uso es muy restringido, obedece al hecho de que se necesita mucho tiempo para el acceso a un elemento especifico, lo que hace mucho más lento el acceso a un arreglo multidimensional que a un arreglo unidimensional, con el mismo número de elementos. Los arreglos multidimensionales más usados son los de dos dimensiones, más conocidos como matrices.

### Declaración de un matriz

Tipo dato nombre\_matriz [cant\_elementos] [cant\_elementos];

**Por ejemplo:**

int M[2][5]; Declaración de matrices enteras

float numeros[20][6]; Declaración de matrices decimales

long double cantidades[2][5]; Declaración de matrices para cantidades grandes

**Representación gráfica de una matriz:**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Columnas | | | | |  |
|  |  |  |  |  | **Filas** |
|  |  |  |  |  |

Una matriz de 2 x 5 seria: entero x [2] [5] *// filas y columnas*

Los elementos se numeran y referencia con un índice.

Definición de matrices

Las matrices en lenguaje C pueden ser definidas como los arreglos, pero existen algunas diferencias en cuanto a la sintaxis que se debe utilizar. Por ejemplo, para definir una matriz de 3 filas y 4 columnas se puede escribir la siguiente instrucción:

int m [3] [4];

Donde cada elemento puede contener un número de tipo entero. Gráficamente esta matriz **M** se puede definir así:

m[3][4]

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | | *Columnas* | | | | |
| 0 | 1 | 2 | 3 |  |
| *Filas* | 0 | 0 , 0 | 0 , 1 | 0 , 2 | 0 , 3 |  |
| 1 | 1 , 0 | 1 , 1 | 1 , 2 | 1 , 3 | Índice |
| 2 | 2 , 0 | 2 , 1 | 2 , 2 | 2 , 3 |  |

**Inicialización de una matriz**

Veamos la siguiente sentencia:

for (i=0; i<3; i++)

{

for (j=0; j<4; j++)

{

m [ i ][ j ] = 10;

}

}

En esta sentencia se está variando un índice **i** desde 0 hasta 3 y un índice **j** desde 0 hasta 4. En cada variación se está asignando al elemento 10 en las posiciones de la matriz **i, j.** El efecto es asignar a cada elemento de una matriz 3 por 4 el número 10.

### Ejercicios de matrices

1. Llenar una matriz 3x5 y determinar cuántos números negativos y positivos contiene la matriz.
2. llenar una matriz 4x4 y determinar el número mayor y el menor que se encuentra en la matriz
3. Buscar un elemento en la matriz.

En este capítulo se presentará el concepto de función o subprograma, una herramienta que ayudará a mantener un trabajo limpio, ordenado y sencillo de entender.

Después de esto se explicará el concepto de estructuras, un tipo de dato abstracto creado por el usuario con el fin de hacer la programación más útil y rápida a la hora de desarrollar un proyecto
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## Funciones

Programa

Algoritmo

SubPrograma

SubAlgoritmo

Llamada 1

Llamada 2

Retorno 1

Retorno 2

Una función es un conjunto de líneas de código, que realizan una tarea específica y puede retornar un valor. Las funciones pueden tomar parámetros que modifiquen su funcionamiento. Las funciones son utilizadas para descomponer grandes problemas en tareas simples y para implementar operaciones que son comúnmente utilizadas durante un programa y de esta manera reducir la cantidad de código. Cuando una función es invocada se le pasa el control a la misma. Una vez que esta finalizó con su tarea el control se devuelve al punto desde el cual la función fue llamada.

## Estructuras o registros

Uno de los inconvenientes que tiene una matriz es que por definición todos los datos son del mismo tipo, es decir, no podemos mezclar un real, carácter o un entero.

Una **estructura** es una forma de agrupar un conjunto de datos de distinto tipo bajo un mismo nombre o identificador.

Su forma general es mediante la palabra **registro o estructura:**

**struct** nombre \_ estructura

{

tipo datos;

tipo datos;

.....

};

De momento solo hemos declarado un **tipo de datos**. Para declarar **variables de tipo estructura o registro** se emplea la siguiente notación:

struct nombre\_estructura <nombre\_variable>

Por ejemplo, si deseamos diseñar una **estructura** que guarde los **datos** correspondientes de una **video tienda**, esta estructura, a la que se le llamará **vídeo 200**, deberá guardar: los datos del usuario, datos de la película y un calendario.

**Datos del usuario**

Nombre, dirección, teléfono, cedula.

**Datos de la película**

El nombre de la película, el código de la película, género de la película

**Datos del calendario**

Día, mes, año, hora

Fecha de alquiler. Fecha de recibido.

Cada uno de estos datos se denomina **campo o miembro** de la estructura. El modelo de esta estructura puede crearse del siguiente modo:

struct usuario{

char nombre[31]; // cadena de caracteres

char direccion[21];

long int cedula; // número entero largo

int telefono;

};

El código anterior crea el **tipo de dato usuario** “nombre de la estructura”, pero aún no hay ninguna variable declarada con este nuevo tipo. Obsérvese la necesidad de incluir un carácter (;) después de cerrar las llaves. Recordar que es un separador de sentencias.

Para declarar una **variable de tipo usuario** se debe utilizar la palabra **estructura** y el nombre que le hemos dado (usuario):

**Declaración de la variable de la estructura.**

struct usuario registro;

Para acceder y guardar a los miembros de una estructura se utiliza el operador **punto (.)**, precedido por el **nombre de la variable** y seguido del nombre del campo **variable.campo**.

Por ejemplo, para **dar valor al teléfono del usuario,** el valor 903456, se escribirá:

registro**.**telefono = 903456;

y para guardar la dirección de este mismo usuario, se escribirá:

registro**.**direccion = "C/ Rios Rosas 1,2-A";

De esta forma podemos tanto leer el contenido de un campo del registro, como escribirlo:

x = registro.telefono

De todas formas no es muy efectivo ni muy útil el uso de 1 solo registro. Lo normal es emplear varios, y la forma más inmediata es mediante el empleo de una, matriz, con lo cual habrá que declarar **una matriz de registros,** lo cual no debe preocuparnos pues el nombre de la estructura es considerado como un vector.

**Ejemplo estructura.**

Declaración de los nombres de la estructuras

|  |  |
| --- | --- |
| 1 | #include <stdio.h> |
| 2 | #include <conio.h> //curses para usuarios linux |
| 3 | #include <string.h> |
| 4 | #include <stdlib.h> |
| 5 |  |
| 6 | struct usuario { |
| 7 | char nombre[30]; |
| 8 | char sexo [9]; |
| 9 | int cedula[12]; |
| 10 | char direccion[30]; |
| 11 | }; |
| 12 | struct pelicula { |
| 13 | char nombre\_pelicula[30]; |
| 14 | char genero [9]; |
| 15 | int codigo[12]; |
| 16 | char direccion[30];i |
| 17 | }; |
| 18 |  |
| 19 | struct calendario { |
| 20 | char mes[30]; |
| 21 | char anho [9]; |
| 22 | int dia[12]; |
| 23 | char fecha\_alquiler[30]; |
| 24 | char fecha\_entrega[30]; |
| 25 | }; |
| 26 |  |
| 27 | void main() { |
| 28 | clrscr(); |
| 29 | int i,j,k,p; |
| 30 | float dato; |
| 31 | char temp; |
| 32 |  |
| 33 | struct usuario registro; |
| 34 | struct pelicula video; |
| 35 | struct calendario tiempo; |
| 36 | printf("digite el nombre"); |
| 37 | gets (registro.nombre); |
| 38 | printf("digite el cedula"); |
| 39 | gets(registro.cedula); |
| 40 | printf("digite el fecha"); |
| 41 |  |
| 42 | scanf("%f",&dato); |
| 43 | tiempo.dia=dato; |
| 44 | printf("digite el nombre de la pelicula"); |
| 45 | gets("video.nombre\_pelicula"); |
| 46 |  |
| 47 | printf ("\n Nombre: %s",registro.nombre); |
| 48 | printf ("\n cedula: %s ",registro.cedula); |
| 49 | printf ("\n Nombre \_ pelicula: %s",video.nombre\_pelicula); |
| 50 | getch(); |
| 51 | } |

### Estructuras anidadas

Se producen cuando algún miembro de la estructura es a su vez otra estructura.

**Ejemplo**

|  |  |
| --- | --- |
| 1 | struct fecha { |
| 2 | int dia; |
| 3 | int mes; |
| 4 | int año; |
| 5 | }; |
| 6 | struct persona { |
| 7 | char nombre[20]; |
| 8 | struct fecha nacimiento; |
| 9 | }; |
| 10 | struct persona p; |

**Arrays de estructuras**

Se define primero la estructura y luego se declara una variable de tipo estructura como un arreglo.

**Ejemplo:**

struct registro {

char apellido[10];

char nombre [10];

int cedula[10];

};

struct registro **fami[100]**;

Para acceder a una determinada estructura se indexa el nombre de la estructura:

fami[2].apellido = “pepito”;

fami[1].nombre = “perez”;

fami[4].cedula = 76318649;

**Paso por valor** de miembros de una estructura a una función

El paso por valor se realiza tal como lo realizamos con una variable simple. Por ejemplo, para pasar por valor un miembro en el miembro a.codigo

void f1(int); //declaración el prototipo de función  
f1(a.codigo); //Llamada a la función con un miembro de la función  
void f1(int x);//definición de la función

**Paso por dirección** de un miembro de la estructura a una función.

Se realiza como si fueran variables simples. Por ejemplo, para pasar por valor el miembro a.codigo

void funcion f1(int \*) //declaración el prototipo de función

f1(&a.codigo); //llamada a la función

void f1 (int \*x) // definición de la función  
{...... acciones ......}

Hay que tener en cuenta, que si lo que se pasa a una función es un miembro de una estructura, que sea un arreglo, éste siempre pasa el nombre del vector por dirección (ya que el nombre de un arreglo es la dirección del primer elemento del mismo).

**Paso por valor de estructuras completas a funciones.**

En el siguiente ejemplo, suma es una función que recibe dos estructuras pasadas por valor y a su vez devuelve un valor a una estructura.

struct vector {  
 int x, y, z;  
};

int struct vector (struct vector m1 , struct vector m2 );

void main() {

struct vector v1,v2,v3;  
 ...  
 v3=suma(v1,v2);  
 ...  
}

int struct vector suma(struct vector m1, struct vector m2){  
 m1.x+=m2.x;  
 m1.y+=m2.y;  
 m1.z+=m2.z;  
 return (m1.z);  
}

**Paso por dirección de estructuras completas a funciones.**

Cuando las estructuras son muy grandes es más eficiente pasarlas por dirección. En ese caso, se utilizan punteros a estructuras para realizar la comunicación. Para acceder a los miembros de la estructura, debe utilizarse la combinación de los operadores \* y punto. Sin embargo el operador punto tiene más precedencia que \*, siendo necesario el uso de paréntesis para asegurar que se aplique primero \* y después punto. También puede utilizarse el **operador** -> para acceder a los miembros de una estructura referenciada por un puntero.

|  |  |
| --- | --- |
| 1 | #include <stdio.h> |
| 2 | struct pareja { |
| 3 | int a, b; |
| 4 | }; |
| 5 |  |
| 6 | void f1(struct pareja \*q) { |
| 7 | q->a++; /\* equivalente a (\*q.a)++ pero más usado \*/ |
| 8 | q->b++; |
| 9 | } |
| 10 |  |
| 11 | void main() { |
| 12 | struct pareja p = {3, 17} //inicialización |
| 13 | f1(&p); // Llamada a la estructura por referencia |
| 14 | printf ("valor de a:%d valor de b:%d\n",p.a,p.b); |
| 15 | /\* escribe 14.y 18 \*/ |
| 16 | } |

### PUNTEROS A ESTRUCTURAS.

**Declaración:** struct dir \* pruntero\_dir;

Existen dos usos principales de los punteros a estructuras:

* + Para pasar la dirección de una estructura a una función.
  + Para crear listas enlazadas y otras estructuras de datos dinámicas.

Para encontrar la dirección de una variable de estructura se coloca & antes del nombre de la estructura.

**Ejemplo:**

struct bal {

float balance;

char nombre[80];

} persona;

struct bal \*p;

p = &persona; //coloca la dirección de la estructura persona en el puntero p

No podemos usar el operador punto para acceder a un elemento de la estructura, a través del puntero a la estructura. Debemos utilizar el operador **flecha ->**

p -> balance.

## Definición de nuevos tipos de datos.

La creación de nuevos nombres de tipos de datos se realiza utilizando la palabra reservada **typedef, union**:

La palabra typedef crea un sinónimo del tipo de dato utilizando el siguiente formato:

typedef tipodato nombre

**Ejemplos:**

Con tipos simples:

typedef int ENTERO  
typedef float REAL

ENTERO a, b; // Declara variables a y b de tipo entero  
REAL c;

Con tipos estructurados:

typedef struct{  
 int dia;  
 int mes;  
 int anio;  
} FECHA;

FECHA a;

Se trabaja igual que la estructura, la única diferencia es que se omite la palabra struct y ahora solo se trabaja con FECHA, para declarar una variable de la estructura.

### Enum

Es un tipo que es listado explícitamente por el programador. Es similar a una estructura o a una unión cuyos miembros son constantes de valor entero escritas como identificadores. Las constantes representan los valores que pueden ser asignados a las variables declaradas del tipo del enum.

**enum nombre {val1,val2,...,valn};** donde vali es un identificador de constantes.

Si no se les asigna ningún valor, se inicializan con los valores enteros 0, 1, 2, …

Se pueden asignar otros valores indicándolos en la enumeración

enum nombre {val1=0,val2=10,val3=13,...);

Puede suceder que más de una constante de enumeración tenga el mismo valor entero.

enum color{rojo=-1,azul, amarillo, verde, negro =0};

* Las variables de enumeración pueden utilizarse como enteros; asignándoles valores, compararlas, pero son utilizadas sólo internamente.
* No se puede leer una variable de tipo enum. Se puede leer un entero y asignárselo a una variable.
* No se puede escribir más que el valor entero de la variable enum. No se puede escribir su nombre.
* Los tipos enumerados no aportan capacidades nuevas al lenguaje, pero aumentan la claridad de los programas.

**Ejercicios Propuestos**

* Realizar un programa para una guía telefónica, que permita guardar el número telefónico, el nombre y la dirección de una persona.
* Realizar un programa para un hospital que permita saber los datos de un paciente. Nombre, edad, sexo y seguro social.
* Realizar un programa que permita saber al cliente el valor del producto, cuando digite su código.
* Realizar una función para una agencia de viajes, el cual permita organizar los cupos según el estrato, ubicando 20 personas por estrato.

En este capítulo se explicarán los conceptos básicos relacionados con el manejo de archivos: creación, lectura, escritura, apertura y muchas funciones que ayudarán a desarrollar aplicaciones con un mayor nivel de complejidad y utilidad
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# Manejo de archivos

# Manejo de archivos

## Archivos

Los archivos son un conjunto simple de almacenamiento que permiten a la computadora distinguir entre los diversos tipos de información. Aunque no siempre es el caso, un archivo se suele encontrar en un formato legible por los usuarios. Aun así, en un archivo se agrupan instrucciones, números, palabras o imágenes en unidades coherentes que el usuario puede recuperar, modificar, eliminar, guardar o enviar a un dispositivo de salida.

Se puede decir que un archivo es un conjunto completo de información identificado con un nombre. Puede ser un programa, un conjunto de datos utilizados por el programa o un documento creado por los usuarios.

Es importante indicar que los archivos no son únicamente los archivos que guardamos en el disco duro, en C todos los dispositivos del ordenador se tratan como archivos: la impresora, el teclado, la pantalla,...etc.

## Manejo de archivos en lenguaje C

El lenguaje C nos proporciona un acceso secuencial y directo a los registros de un archivo, pero no soporta el acceso indexado a un registro dado.

Los archivos en C los podemos clasificar, según la información que contengan, en dos grupos:

* Archivos de Texto
* Archivos Binarios.

**Los archivos de texto** se caracterizan por estar compuestos por una serie de caracteres organizados en líneas terminadas por un carácter de nueva línea (carácter '\n'). Esto nos hace pensar en la idea de usar la impresora como si fuese un archivo de texto.

Por otro lado, los **archivos binarios** constan de una secuencia de bytes. Podemos decir que cualquier archivo que no sea de texto, será binario.

A la hora de trabajar con archivos, tendremos que especificar antes de usarlos, si serán de texto o binarios.

El lenguaje C trata a los archivos como punteros. En realidad un archivo es un puntero a una estructura de nombre predefinido **FILE**, cuyas componentes son las características de la variable archivo declarada. Cada archivo deberá tener una estructura FILE asociada.

La estructura **FILE** se encuentra definida en el archivo de cabecera **stdio.h**, con lo cual es necesario incluirla en todos los programas que trabajen con archivos.

#include <stdio.h>

La forma de declarar variables de tipo FILE es la siguiente:

FILE \*X, \*Y1,...

Estudiaremos los distintos modos en que podemos abrir un archivo, así como las funciones para leer y escribir en él.

### Apertura: fopen ();

Esta función cierra el archivo apuntado por el puntero y reasigna este puntero a un archivo que será abierto. Su sintaxis es:

fopen(nombre del archivo,"modo de apertura");

Donde **nombre del archivo** es el nombre del nuevo archivo que queremos abrir, luego el **modo de apertura**, y finalmente el puntero que va a ser reasignado.  
  
Antes de abrir un archivo necesitamos declarar un puntero de tipo **FILE**. Para abrir el archivo utilizaremos la función **fopen( )**.  
  
Su sintaxis es:

FILE \*puntero;

puntero = fopen (nombre del archivo, "modo de apertura" );

Donde **puntero** es la variable de tipo **FILE**, **nombre del archivo** es el nombre que daremos al archivo que queremos crear o abrir. Este nombre debe ir encerrado entre comillas. También podemos especificar la ruta donde se encuentra nombre del archivo (En este caso no se pondrán las comillas).

**Ejemplo**

puntero = fopen("DATOS.DAT","r");

puntero = fopen("C:\\TXT\\SALUDO.TXT","w");

Un archivo puede ser abierto en dos modos diferentes, en modo texto o en modo binario.

A continuación lo veremos con más detalle.  
  
***Modo texto***

|  |  |
| --- | --- |
| **wt** | Crea un archivo de escritura. Si ya existe lo crea de nuevo. |
| **w+** | Crea un archivo de lectura y escritura. Si ya existe lo crea de nuevo. |
| **a** | Abre o crea un archivo para añadir datos al final del mismo. |
| **a+** | Abre o crea un archivo para leer y añadir datos al final del |
| **r** | Abre un archivo de lectura. |
| **r+** | Abre un archivo de lectura y escritura. |

***Modo binario***

|  |  |
| --- | --- |
| **Wb** | Crea un archivo de escritura. Si ya existe lo crea de nuevo. |
| **W+b** | Crea un archivo de lectura y escritura. Si ya existe lo crea de nuevo. |
| **Ab** | Abre o crea un archivo para añadir datos al final del mismo. |
| **A+b** | Abre o crea un archivo para leer y añadir datos al final del |
| **Rb** | Abre un archivo de lectura. |
| **R+b** | Abre un archivo de lectura y escritura. |

#### Comprobar si está abierto

Una cosa muy importante después de abrir un archivo es comprobar si realmente está abierto. El sistema no es libre de errores y pueden producirse fallos: el archivo puede no existir, estar dañado o no tener permisos de lectura.

Si intentamos realizar operaciones sobre un puntero tipo FILE cuando no se ha conseguido abrir, el archivo puede tener problemas.

Si el archivo no se ha abierto el puntero archivo (puntero a FILE) tendrá el valor NULL, si se ha abierto con éxito tendrá un valor distinto de NULL. Por lo tanto para comprobar si ha habido errores nos fijamos en el valor del puntero:

FILE \*ARCHIVO;

if (archivo==NULL)

{

printf( "No se puede abrir el archivo.\n" );

exit( 1 );

}

Si archivo==**NULL** significa que no se ha podido abrir por algún error. Lo más conveniente es salir del programa. Para salir utilizamos la función **exit**(1), el 1 indica al sistema operativo que se han producido errores.

#### Cierre

Una vez que hemos acabado nuestro trabajo con un archivo es recomendable cerrarlo. Los archivos se cierran al finalizar el programa pero el número de estos que pueden estar abiertos es limitado. Para cerrar los archivos utilizaremos la función

##### fclose();

Esta función cierra el archivo, cuyo puntero le indicamos como parámetro. Si el archivo se cierra con éxito devuelve 0.

fclose(puntero);

**Un ejemplo:**

FILE pf; /\*Crea un apuntador de tipo archivo

//Crea un archivo AGENDA.dat de modo lectura y binario

pf=fopen("AGENDA.dat","rb");

//Si el apuntador es NULL entonces el archivo está vacío

if (pf != NULL )

{

acciones

}

else

{

fclose(pf); //Cierra el archivo.

}

## Errores típicos manejando archivos.

Las funciones del grupo de fopen son:

fprintf, fscan, fwrite, fread, fclose

Constituyen un interfaz de más alto nivel para el manejo de archivos que las de la familia de open (read, write, close, etc), por lo que deben utilizarse las primeras salvo que haya una buena causa para utilizar las segundas.

### No comprobar si el archivo se ha abierto con éxito.

if ((file = fopen(“c://archivo.txt”,”r”)) == NULL);

fprintf ( “Error de apertura de archivo\n”);

### No vaciar los búferes.

Cuando se escribe un dato en un archivo mediante **fwrite** o **fprintf** los datos no se guardan en el archivo hasta que se llena un buffer interno o se cierra el archivo (cosa que ocurre automáticamente al terminar el programa, sí todo ha ido bien).

Si queremos utilizar los datos guardados en un archivo antes de terminar el programa, debemos llamar a fflush para forzar el vaciamiento de los bufferes.

### No cerrar los archivos.

Otra razón para cerrar un archivo que no estemos utilizando es que el máximo número de archivos que un proceso puede tener abiertos está limitado, y, cuando se intente abrir un archivo más de los permitidos, la operación fallará**.**

## ****Funciones para trabajar con archivos****

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| FUNCION | | | | |
| **fopen** | fclose | fgets | fputs | fgetc |
| fseek | ferror | eof, feof | ftell | fputc |

### Lectura del fichero - getc

Ahora ya podemos empezar a leer el fichero. Para ello podemos utilizar la función **getc**, que lee los caracteres uno a uno. Se puede usar también la función fgetc (son equivalentes, la diferencia es que getc está implementada como macro). Además de estas dos existen otras funciones como fgets, fread que leen más de un carácter y que veremos más adelante.

El formato de la función getc (y de fgetc) es:

int getc(FILE \*fichero);

### Comprobar fin de fichero - feof

Cuando entramos en el bucle while, la lectura se realiza hasta que se encuentre el final del fichero. Para detectar el final del fichero se pueden usar dos formas:

* Con la función ***feof()***
* Comprobando si el valor de *letra* es **EOF**.

Esta función comprueba si se ha llegado al final de *fichero,* en cuyo caso devuelve un valor distinto de 0. Si no se ha llegado al final de fichero devuelve un cero. Por eso lo usamos del siguiente modo:

while ( feof(fichero)==0 )

ó

while ( !feof(fichero) )

La segunda forma consiste en comprobar si el carácter leído es el de fin de fichero

**EOF**:

En otras palabras hasta que sea fin de archivo

while ( letra!=EOF )

Cuando trabajamos con ficheros de texto no hay ningún problema, pero si estamos manejando un fichero binario podemos encontrarnos EOF antes del fin de fichero. Por eso es mejor usar feof.

### Cerrar el fichero - fclose

Una vez realizadas todas las operaciones deseadas sobre el fichero, hay que cerrarlo. Es importante no olvidar este paso pues el fichero podría corromperse. Al cerrarlo se vacían los buffer y se guarda el fichero en disco. Un fichero se cierra mediante la función **fclose(fichero).** Si todo va bien fclose devuelve un cero, si hay problemas devuelve otro valor. Estos problemas se pueden producir si el disco está lleno, por ejemplo.

if (fclose(fichero)!=0)

printf( "Problemas al cerrar el fichero\n" );

### Lectura de líneas - fgets

La función **fgets** es muy útil para leer líneas completas desde un fichero. El formato de esta función es:

char

fgets(char \*buffer, int longitud\_max, FILE \*fichero);

Esta función lee desde el fichero hasta que encuentra un carácter '\n' o hasta que lee longitud\_max-1 caracteres y añade '\0' al final de la cadena. La cadena leída la almacena en *buffer*.

Si se encuentra EOF antes de leer ningún carácter o si se produce un error la función devuelve NULL, en caso contrario devuelve la dirección de *buffer*.

|  |  |
| --- | --- |
| 1 | #include <stdio.h> |
| 2 | #include <stdlib.h> |
| 3 | #include <conio.h> |
| 4 |  |
| 5 | int main() { |
| 6 | FILE \*fichero; |
| 7 | char texto[100]; |
| 8 | Fichero = fopen("origen.txt","r"); |
| 9 | if (fichero == NULL) { |
| 10 | printf( "No se puede abrir el fichero.\n" ); |
| 11 | exit(1); |
| 12 | } |
| 13 | printf( "Contenido del fichero: \n"); |
| 14 | fgets(texto, 100, fichero); |
| 15 | while (feof(fichero) == 0) { |
| 16 | printf("%s", texto ); |
| 17 | fgets(texto, 100, fichero); |
| 18 | } |
| 19 | if (fclose(fichero) != 0) |
| 20 | printf("Problemas al cerrar el fichero.\n"); |
| 21 | } |

Ahora se analizará un ejemplo que lee un fichero de texto y lo muestra en la pantalla y donde se utilizan todos los elementos que hasta el momento se han tratado:

|  |  |
| --- | --- |
| 1 | #include <stdio.h> |
| 2 | #include <stdlib.h> |
| 3 | #include <conio.h> |
| 4 |  |
| 5 | int main() { |
| 6 | FILE \*fichero; |
| 7 | char letra; |
| 8 | fichero = fopen("origen.txt","r"); |
| 9 | if (fichero == NULL) { |
| 10 | printf("No se puede abrir el fichero.\n"); |
| 11 | exit(1); |
| 12 | } |
| 13 | printf("Contenido del fichero: \n"); |
| 14 | letra = getc(fichero); |
| 15 | while (feof(fichero) == 0) { |
| 16 | printf("%c", letra ); |
| 17 | letra=getc(fichero); |
| 18 | } |
| 19 | if (fclose(fichero)!= 0) |
| 20 | printf( "Problemas al cerrar el fichero\n" ); |
| 21 | } |

## Escritura de ficheros

La escritura en ficheros se explicará con un ejemplo en donde se abrirá un fichero '*origen.txt*' y se copiará en otro fichero '*destino.txt*'. Además el fichero se muestra en pantalla. Las partes nuevas están marcadas en negrita para que se vea la diferencia entre este y el último ejemplo ya visto:

|  |  |
| --- | --- |
| 1 | #include <stdio.h> |
| 2 | #include <stdlib.h> |
| 3 | #include <conio.h> |
| 4 |  |
| 5 | int main() { |
| 6 | FILE \*origen, \*destino; |
| 7 | char letra; |
| 8 | origen = fopen("origen.txt", "r"); |
| 9 | destino = fopen("destino.txt", "w"); |
| 10 | if (origen==NULL || destino==NULL) { |
| 11 | printf( "Problemas con los ficheros.\n" ); |
| 12 | exit( 1 ); |
| 13 | } |
| 14 | letra=getc(origen); |
| 15 | while (feof(origen)==0) { |
| 16 | putc(letra, destino); |
| 17 | printf( "%c", letra ); |
| 18 | letra=getc(origen); |
| 19 | } |
| 20 | if (fclose(origen)!=0) |
| 21 | printf( "Problemas al cerrar el fichero origen.txt\n" ); |
| 22 | if (fclose(destino)!=0) |
| 23 | printf("Problemas al cerrar el fichero destino.txt\n" ); |
| 24 | } |

Como hemos visto el puntero FILE es la base de la escritura / lectura de archivos. Por eso se definen dos punteros FILE:

* el puntero 'origen' donde se almacenará la información sobre el fichero origen.txt y
* 'destino' donde se guardará el fichero destino.txt (el nombre del puntero no tiene por qué coincidir con el de fichero).

El siguiente paso, como antes, es abrir el fichero usando fopen. La diferencia es que ahora se deberá abrir para escritura. Se usará el modo 'w' (crea el fichero o lo vacía si existe) porque se quiere crear un fichero.

Recorar que después de abrir un fichero hay que comprobar si la operación se ha realizado con éxito. En este caso, como es un sencillo ejemplo, se han comprobado ambos a la vez:

if (origen ==NULL || destino ==NULL)

Pero es más correcto hacerlo por separado así se sabrá dónde se está produciendo el posible fallo.

#### Lectura del origen y escritura en destino- getc y putc

Como se puede observar en el ejemplo la lectura del fichero se hace igual como se hizo anteriormente. Para la escritura se usará la función **putc**:

int putc(int c, FILE \*fichero);

Donde c contiene el carácter que se quiere escribir en el fichero y el puntero *fichero* es el fichero sobre el que se trabaja.

De esta forma se irá escribiendo en el fichero *destino.txt* el contenido del fichero *origen.txt*.

#### Comprobar fin de fichero

Como siempre que se leen datos de un fichero se debe comprobar si se ha llegado al final. Sólo se debe comprobar si se está al final del fichero. No se tiene que comprobar el final del fichero en el que se escribe, puesto que se está creando y aún no tiene final.

### Escritura de líneas - fputs

La función **fputs** trabaja junto con la función fgets:

int fputs(const char \*cadena, FILE \*fichero);

#### Ejercicio

Este programa lee un fichero y le suprime todas las vocales.

Es decir que siendo el fichero origen.txt:

“El alegre campesino

pasea por el campo

ajeno a que el toro

se acerca por detrás”

El fichero destino.txt sea:

l lgr cmpsn

ps pr l cmp

jn q l tr

s crc pr dtrás

#### Solución

|  |  |
| --- | --- |
| 1 | #include <stdio.h> |
| 2 | #include <stdlib.h> |
| 3 | #include <conio.h> |
| 4 |  |
| 5 | int main() { |
| 6 | FILE \*origen, \*destino; |
| 7 | char letra; |
| 8 | origen=fopen("origen.txt","r"); |
| 9 | destino=fopen("destino.txt","w"); |
| 10 | if (origen==NULL || destino==NULL) { |
| 11 | printf( "Problemas con los ficheros.\n" ); |
| 12 | exit( 1 ); |
| 13 | } |
| 14 | letra=getc(origen); |
| 15 | while (feof(origen)==0) { |
| 16 | if (!strchr("AEIOUaeiou",letra)) putc( letra, destino ); |
| 17 | letra=getc(origen); |
| 18 | } |
| 19 | if (fclose(origen)!=0) |
| 20 | printf( "Problemas al cerrar el fichero origen.txt\n" ); |
| 21 | if (fclose(destino)!=0) |
| 22 | printf( "Problemas al cerrar el fichero destino.txt\n" ); |
| 23 | } |

## Otras funciones para el manejo de ficheros

### fread y fwrite

Las funciones vistas hasta ahora (getc, putc, fgets, fputs), son adecuadas para trabajar con caracteres (1 byte) y cadenas. Pero, ¿qué sucede cuando se quier trabajar con otros tipos de datos?

Supón que se quieren almacenar variables de tipo int en un fichero. Como las funciones vistas hasta ahora sólo pueden operar con cadenas se deben convertir los valores a cadenas (con la función *itoa*). Para recuperar luego estos valores, se deben leer como cadenas y pasarlos a enteros (*atoi*).

Existe una solución mucho más fácil. Las funciones **fread** y **fwrite**. Estas funciones permiten tratar con datos de cualquier tipo, incluso con estructuras.

#### fwrite

Permite escribir en un fichero. Esta función tiene el siguiente formato:

fwrite(void \*buffer, size\_t size, size\_t num, FILE \*pfile);

* buffer - variable que contiene los datos que se van a escribir en el fichero.
* size - el tamaño del tipo de dato a escribir. Puede ser un int, un float, una estructura, etc. Para conocer su tamaño se usa el operador *sizeof*.
* num - el número de datos a escribir.
* pfile - El puntero al fichero sobre el que se trabaja.

**Ejemplo**: un programa de agenda que guarda el nombre, apellido y teléfono de cada persona.

|  |  |
| --- | --- |
| 1 | #include <stdio.h> |
| 2 | #include <stdlib.h> |
| 3 | #include <conio.h> |
| 4 |  |
| 5 | struct { |
| 6 | char nombre[20]; |
| 7 | char apellido[20]; |
| 8 | char telefono[15]; |
| 9 | } registro; |
| 10 | int main() { |
| 11 | FILE \*fichero; |
| 12 | fichero = fopen( "nombres.txt", "a" ); |
| 13 | do { |
| 14 | printf( "Nombre: " ); fflush(stdin); |
| 15 | gets(registro.nombre); |
| 16 | if (strcmp(registro.nombre,"")) { |
| 17 | printf( "Apellido: " ); fflush(stdin); |
| 18 | gets(registro.apellido); |
| 19 | printf( "Teléfono: " ); fflush(stdin); |
| 20 | gets(registro.telefono); |
| 21 | fwrite( &registro, sizeof(registro), 1, fichero ); |
| 22 | } |
| 23 | } |
| 24 | while (strcmp(registro.nombre," ")!=0); |
| 25 | fclose( fichero ); |
| 26 | } |

NOTA: El bucle termina cuando el 'nombre' se deja en blanco.

Este programa guarda los datos personales mediante fwrite, usando la estructura *registro*. Abrimos el fichero en **modo '*a*'** (append, añadir), para que los datos introducidos se añadan al final del fichero.

Una vez abierto abrimos se entra en un bucle *do-while* mediante el cual se introducen los datos. Los datos se van almacenando en la variable *registro* (que es una estructura). Una vez se tienen todos los datos de la persona, se meten en el fichero con fwrite:

fwrite( Ristro, sizeof(registro), 1, fichero );

* Ristro - es la variable (en este caso una estructura) que contiene la información a meter al fichero.
* sizeof(registro) - lo utilizamos para saber cuál es el número de bytes que vamos a guardar, el tamaño en bytes que ocupa la estructura.
* 1 - indica que sólo vamos a guardar un elemento. Cada vez que se recorre el bucle guardamos sólo un elemento.
* fichero - el puntero FILE al fichero donde vamos a escribir.

#### fread

La función *fread* se utiliza para sacar información de un fichero. Su formato es:

fread(void \*buffer, size\_t tamano, size\_t numero, FILE \*pfichero);

Siendo *buffer* la variable donde se van a escribir los datos leídos del fichero *pfichero*.

El valor que devuelve la función indica el número de elementos de tamaño 'tamano', que ha conseguido leer. Se le pude pedir a fread que lea 10 elementos (numero=10), pero si en el fichero sólo hay 6 elementos, fread devolverá el número 6.

Siguiendo con el ejemplo anterior, ahora se leeran los datos que se habían introducido en "nombres.txt".

|  |  |
| --- | --- |
| 1 | #include <stdio.h> |
| 2 | #include <stdlib.h> |
| 3 | #include <conio.h> |
| 4 |  |
| 5 | struct { |
| 6 | char nombre[20]; |
| 7 | char apellido[20]; |
| 8 | char telefono[15]; |
| 9 | } registro; |
| 10 |  |
| 11 | void main() { |
| 12 | FILE \*fichero; |
| 13 | fichero = fopen( "nombres.txt", "r" ); |
| 14 | while (!feof(fichero)) { |
| 15 | if (fread( Registro, sizeof(registro), 1, fichero )) { |
| 16 | printf("Nombre: %s\n", registro.nombre); |
| 17 | printf("Apellido: %s\n", registro.apellido); |
| 18 | printf("Teléfono: %s\n", registro.telefono); |
| 19 | } |
| 20 | } |
| 21 | fclose( fichero ); |
| 22 | } |

Se abre el fichero *nombres.txt* en modo lectura. Con el bucle while se asegura que se recorre el fichero hasta el final (y que no nos pasamos).

La función fread lee un registro (numero=1) del tamaño de la estructura *registro*. Si realmente ha conseguido leer un registro la función devolverá un 1, en cuyo caso la condición del 'if' será verdadera y se imprimirá el registro en la pantalla. En caso de que no queden más registros en el fichero, fread devolverá 0 y no se mostrará nada en la pantalla.

#### Ejemplo

Escribir cinco registros en un archivo y leerlo posteriormente.

**Solución**

|  |  |
| --- | --- |
| 1 | #include <stdio.h> |
| 2 |  |
| 3 | struct t\_reg { |
| 4 | int num; |
| 5 | char cad[10]; |
| 6 | char car; |
| 7 | }; |
| 8 |  |
| 9 | int crear\_archivo () { |
| 10 | FILE \*fich; |
| 11 | int i, er\_cod = 0; |
| 12 | struct t\_reg r; |
| 13 | if ((fich = fopen(“fichreg.dat", “wb")) == NULL) { |
| 14 | printf ("Error al abrir el archivo\n"); |
| 15 | er\_cod = 1; |
| 16 | } |
| 17 | else { |
| 18 | for (i = 0; i < 5; i + + ) { |
| 19 | r.num = i; |
| 20 | r.car =’a’+1; |
| 21 | printf("Dé un nombre: "); |
| 22 | gets(r.cad); |
| 23 | fwrite(&r, sizeof(r), 1, fich); |
| 24 | } |
| 25 | fclose (fich); |
| 26 | } |
| 27 | return er\_cod; |
| 28 | } |
| 29 |  |
| 30 | int Ieer\_archivo () { |
| 31 | FILE \*fich; |
| 32 | struct t-reg r; |
| 33 | int er\_dev = 0; |
| 34 | if ((fich = fopen(“fichreg.dat", “rb")) == NULL) { |
| 35 | printf ( “Error abriendo el archivo para lectura\n“ ); |
| 36 | er\_dev = 1. |
| 37 | } |
| 38 | else { |
| 39 | fread (&r, sizeof(r), 1, fich); |
| 40 | while (! feof(fich)) { |
| 41 | printf ("%d: %s: %c\n" , r.num, r.cad, r.car); |
| 42 | fread (&r, sizeof(r), 1, fich); |
| 43 | } |
| 44 | fclose (fich); |
| 45 | } |
| 46 | return er\_dev; |
| 47 | } |
| 48 | int main(void) { |
| 49 | int error; |
| 50 | error = crear\_archivo(); |
| 51 | if (!error) Ieer\_archivo(); |
| 52 | } |

**EJEMPLOS: Archivos**

|  |  |
| --- | --- |
| 1 | #include <conio.h> |
| 2 | #include <stdio.h> |
| 3 | #include <string.h> |
| 4 | #include <io.h> |
| 5 | #include <stdlib.h> |
| 6 | #define NPacientes 4 |
| 7 | void Imprimir(struct Paciente \*P1); |
| 8 | void Elimina(struct Paciente \*P1, int); |
| 9 | void Modifica(struct Paciente \*P1); |
| 10 | int Buscar(struct Paciente \*P1, int); |
| 11 | void Ingresar(struct Paciente \*P1); |
| 12 | void Estadisticas(struct Paciente \*P1); |
| 13 | void Guardar(struct Paciente \*P1); |
| 14 |  |
| 15 | struct Paciente |
| 16 | { |
| 17 | int REG; |
| 18 | int CEDULA; |
| 19 | char Nombre[12]; |
| 20 | char Sexo[9]; |
| 21 | unsigned long TELEFONO; |
| 22 | char Seguro[9]; |
| 23 | unsigned int CALLE; |
| 24 | unsigned int NUMERO; |
| 25 | char Ciudad[20]; |
| 26 | }; |
| 27 | Persona[NPacientes],\*P1=Persona; |
| 28 | void main() |
| 29 | { |
| 30 | int SALIR=0, TECLA; |
| 31 | int SEARCH; |
| 32 | clrscr(); |
| 33 | while(SALIR!=1) |
| 34 | { |
| 35 | printf("Clinica del Desamparado\n"); |
| 36 | printf("1. Buscar En la Base De Datos:\n"), |
| 37 | printf("2. Estadisticas De La Empresa\n"); |
| 38 | printf("3. Ingresar Nuevo Paciente:n"); |
| 39 | printf("4. Eliminar Paciente Paciente\n"); |
| 40 | printf("5. Guardar Info En El DD:\n"); |
| 41 | printf("99. Salir!: \n "); |
| 42 | printf("Escoja una opcion: "); |
| 43 | TECLA=getche(); |
| 44 | switch(TECLA) |
| 45 | { |
| 46 | case 49: |
| 47 | int R=0; |
| 48 | clrscr(); |
| 49 | printf("Ingrese la cedula de la persona:\n\n"); |
| 50 | scanf("%d",&SEARCH); |
| 51 | R=Buscar(P1,SEARCH); |
| 52 | if(R==-1) |
| 53 | { |
| 54 | clrscr(); |
| 55 | printf("\No se a encontrado la persona! :P\n"); |
| 56 | printf("Se ingresara esta persona/n\n");getch(); |
| 57 | Ingresar(P1); |
| 58 | } |
| 59 | Else |
| 60 | { |
| 61 | Imprimir(P1+R); |
| 62 | printf("PersonaEncontradaX:],Desea Modificarla?"); |
| 63 | TECLA=getche(); |
| 64 | if(TECLA=='s' || TECLA=='S') |
| 65 | Modifica(P1+R); |
| 66 | } |
| 67 | break; |
| 68 | case 50: |
| 69 | Estadisticas(P1); |
| 70 | break; |
| 71 | case 51: |
| 72 | clrscr(); |
| 73 | Ingresar(P1); |
| 74 | break; |
| 75 | case 52: |
| 76 | clrscr(); |
| 77 | printf("Ingrese la cedula del paciente a borrar: "); |
| 78 | scanf("%d",&SEARCH); |
| 79 | Elimina(P1,&SEARCH); |
| 80 | break; |
| 81 | case 53: |
| 82 | clrscr(); |
| 83 | Guardar(P1); |
| 84 | break; |
| 85 | case 57: |
| 86 | TECLA=getche(); |
| 87 | if (TECLA==57) |
| 88 | SALIR=1; |
| 89 | break; |
| 90 | } } |
| 91 | } |
| 92 |  |
| 93 | Buscar(struct Paciente \*P1,int NUM) { |
| 94 | int i; |
| 95 | for(i=0;i<NPacientes;i++) { |
| 96 | if ((P1+i)->CEDULA == NUM) |
| 97 | return(i);break; |
| 98 | } |
| 99 | return(-1); |
| 100 | } |
| 101 |  |
| 102 | void Imprimir(struct Paciente \*P1) { |
| 103 | clrscr(); |
| 104 | printf("\n\nCedula: "); |
| 105 | printf("%d",P1->CEDULA); |
| 106 | printf("Expedida en: "); |
| 107 | scanf("%s",P1->Ciudad); |
| 108 | printf("\n\nNombre"); |
| 109 | scanf("%s",P1->Nombre); |
| 110 | printf("\n\nSexo: "); |
| 111 | scanf("%s",P1->Sexo); |
| 112 | printf("\n\nTelefono: "); |
| 113 | printf("%l",P1->TELEFONO); |
| 114 | printf("\n\nDireccion:"); |
| 115 | printf("\nCalle:"); |
| 116 | printf("%d",P1->CALLE); |
| 117 | printf("\nNumero:"); |
| 118 | printf("%d",P1->NUMERO); |
| 119 | printf("\n\nSeguro:"); |
| 120 | scanf("%s",P1->Seguro); |
| 121 | } |
| 122 |  |
| 123 | void Elimina(struct Paciente \*P1,int NUM) { |
| 124 | int R; |
| 125 | R=Buscar(P1,NUM); |
| 126 | if (R==-1) |
| 127 | printf("Registro No Existente O Ya Borrado"); |
| 128 | else { |
| 129 | (P1+R)->CEDULA=NULL; |
| 130 | strcpy((P1+R)->Nombre, NULL); |
| 131 | strcpy((P1+R)->Sexo, NULL); |
| 132 | strcpy((P1+R)->Ciudad, NULL); |
| 133 | strcpy((P1+R)->Seguro, NULL); |
| 134 | (P1+R)->TELEFONO=NULL; |
| 135 | (P1+R)->CALLE=NULL; |
| 136 | (P1+R)->NUMERO=NULL; |
| 137 | } |
| 138 | } |
| 139 | void Modifica(struct Paciente \*P1) { |
| 140 | clrscr(); |
| 141 | printf("Ingrese La Cedula: "); |
| 142 | scanf("%d",&P1->CEDULA); |
| 143 | printf("Ingrese El Nombre: "); |
| 144 | scanf("%s",P1->Nombre); |
| 145 | printf("Ingrese El Sexo: "); |
| 146 | gets(P1->Sexo); |
| 147 | printf("Direccion:\n\n"); |
| 148 | printf("Ingrese Calle: "); |
| 149 | scanf("%d",&P1->CALLE); |
| 150 | printf("Ingrese Numero: "); |
| 151 | scanf("%d",&P1->NUMERO); |
| 152 | printf("Tiene Seguro?\n"); |
| 153 | gets(P1->Seguro); |
| 154 | } |
| 155 | void Ingresar(struct Paciente \*P1) { |
| 156 | int i; |
| 157 | for(i=0;i<NPacientes;i++) { |
| 158 | if((P1+i)->REG==0) { |
| 159 | (P1+i)->REG=1; |
| 160 | clrscr(); |
| 161 | printf("Ingrese La Cedula: "); |
| 162 | scanf("%d",&(P1+i)->CEDULA); |
| 163 | printf("Ingrese El Nombre: "); |
| 164 | scanf("%s",(P1+i)->Nombre); |
| 165 | printf("Ingrese El Sexo: "); |
| 166 | scanf("%s",(P1+i)->Sexo); |
| 167 | printf("Direccion:\n\n"); |
| 168 | printf("Ingrese Calle: "); |
| 169 | scanf("%d",&(P1+i)->CALLE); |
| 170 | printf("Ingrese Numero: "); |
| 171 | scanf("%d",&(P1+i)->NUMERO); |
| 172 | printf("Ciudad: "); |
| 173 | scanf("%s",(P1+i)->Ciudad); |
| 174 | printf("Tiene Seguro?\n"); |
| 175 | scanf("%s",(P1+i)->Seguro); |
| 176 | break; |
| 177 | } |
| 178 | } |
| 179 | } |
| 180 | void Estadisticas(struct Paciente \*P1) { } |
| 181 | void Guardar(struct Paciente \*P1) { |
| 182 | FILE \*ARCHIVO; |
| 183 | if((ARCHIVO=fopen("Data.vWv","wb"))==NULL) |
| 184 | exit(0); |
| 185 | else |
| 186 | fwrite(P1,sizeof(Paciente),1,ARCHIVO); |
| 187 | fclose(ARCHIVO); |
| 188 | } |

**EJEMPLO 2:**

|  |  |
| --- | --- |
| 1 | #include <stdio.h> |
| 2 |  |
| 3 | int main(int argc, char \*\*argv) |
| 4 | { |
| 5 | FILE \*fe, \*fs; |
| 6 | unsigned char buffer[2048]; // Buffer de 2 Kbytes |
| 7 | int bytesLeidos; |
| 8 | if(argc != 3) { |
| 9 | printf("Usar:copia<archivo\_origen><archivo\_destino>\n"); |
| 10 | return 1; |
| 11 | } |
| 12 |  |
| 13 | // Abrir el archivo de entrada en lectura y binario |
| 14 | fe = fopen(argv[1], "rb"); |
| 15 | if(!fe) { |
| 16 | printf("%s no existe o no puede ser abierto.\n", |
| 17 | argv[1]); |
| 18 | return 1; |
| 19 | } |
| 20 | // Crear o sobreescribir el archivo de salida en binario |
| 21 | fs = fopen(argv[2], "wb"); |
| 22 | if(!fs) { |
| 23 | printf("El archivo %s no puede ser creado.\n", argv[2]); |
| 24 | fclose(fe); |
| 25 | return 1; |
| 26 | } |
| 27 | // Bucle de copia: |
| 28 | while((bytesLeidos = fread(buffer, 1, 2048, fe))) |
| 29 | fwrite(buffer, 1, bytesLeidos, fs); |
| 30 | // Cerrar archivos: |
| 31 | fclose(fe); |
| 32 | fclose(fs); |
| 33 | return 0; |
| 34 | } |

|  |  |
| --- | --- |
| 1 | #include <stdio.h> |
| 2 | int main() |
| 3 | { |
| 4 | char nombre[10]="datos.dat", linea[81]; |
| 5 | FILE \*archivo; |
| 6 | archivo = fopen( nombre, "r" ); |
| 7 | printf( "Archivo: %s -> ", nombre ) |
| 8 | if( archivo ) |
| 9 | printf( "existe (ABIERTO)\n" ); |
| 10 | else { |
| 11 | printf( "Error (NO ABIERTO)\n" ); |
| 12 | return 1; |
| 13 | } |
| 14 | printf( "La primera linea del archivo: %s\n\n", nombre ); |
| 15 | printf( "%s\n", fgets(linea, 81, archivo) ); |
| 16 | if( !fclose(archivo) ) |
| 17 | printf( "\nArchivo cerrado\n" ); |
| 18 | else { |
| 19 | printf( "\nError: archivo NO CERRADO\n" ); |
| 20 | return 1; |
| 21 | } |
| 22 | return 0; |
| 23 | } |

|  |  |
| --- | --- |
| 1 | #include <stdio.h> |
| 2 | int main() |
| 3 | { |
| 4 | char nombre[11]="datos2.dat"; |
| 5 | FILE \*archivo; |
| 6 | archivo = fopen( nombre, "w" ); |
| 7 | printf( "Archivo: %s -> ", nombre ); |
| 8 | if( archivo ) |
| 9 | printf( "creado (ABIERTO)\n" ); |
| 10 | else { |
| 11 | printf( "Error (NO ABIERTO)\n" ); |
| 12 | return 1; |
| 13 | } |
| 14 | fputs( "Esto es un ejemplo usando \'fputs\'\n", archivo ); |
| 15 | if( !fclose(archivo) ) |
| 16 | printf( "\nArchivo cerrado\n" ); |
| 17 | else { |
| 18 | printf( "\nError: archivo NO CERRADO\n" ); |
| 19 | return 1; |
| 20 | } |
| 21 | return 0; |
| 22 | } |

### fseek

La función fseek permite situar al programador en la posición que se quiera de un fichero abierto. Cuando se lee un fichero, hay un 'puntero' que indica en qué lugar del fichero se encuentra el usuario. Cada vez que se leen datos del fichero, este puntero se desplaza. Con la función fseek se puede situar este puntero en el lugar que se desee.

El formato de fseek es el siguiente:

fseek(FILE \*pfichero, long desplazamiento, int modo);

fseek(nombre de apuntador, posición , origen);

Como siempre *pfichero* es un puntero de tipo FILE que apunta al fichero con el que se quiere trabajar, *desplazamiento* son las posiciones (o bytes) que se quiere desplazar el puntero. Este desplazamiento puede ser de tres tipos dependiendo del valor de *modo*:

|  |  |
| --- | --- |
| SEEK\_SET | El puntero se desplaza desde el principio del fichero. |
| SEEK\_CUR | El puntero se desplaza desde la posición actual del fichero. |
| SEEK\_END | El puntero se desplaza desde el final del fichero. |

Estas tres constantes están definidas en el fichero <stdio.h>. Como curiosidad se indican a continuación sus definiciones:

#define SEEK\_SET 0

#define SEEK\_CUR 1

#define SEEK\_END 2

Nota: es posible que los valores cambien de un compilador a otro.

Si se produce algún error al intentar posicionar el puntero, la función devuelve un valor distinto de 0. Si todo ha ido bien el valor devuelto es un 0.

En el siguiente ejemplo se muestra el funcionamiento de fseek. Se trata de un programa que lee la letra que hay en la posición que especifica el usuario.

|  |  |
| --- | --- |
| 1 | #include <stdio.h> |
| 2 | #include <stdlib.h> |
| 3 | #include <conio.h> |
| 4 | void main() |
| 5 | { |
| 6 | FILE \*fichero; |
| 7 | long posicion; |
| 8 | int resultado; |
| 9 | fichero = fopen( "origen.txt", "r"); |
| 10 | printf( "¿Qué posición quieres leer? "); |
| 11 | fflush(stdout); |
| 12 | scanf( "%d", &posicion ); |
| 13 | resultado = fseek( fichero, posicion, SEEK\_SET ); |
| 14 | if (!resultado) |
| 15 | printf("%c esta en la posicion %d\n", fgetc(fichero), posición); |
| 16 | else |
| 17 | printf( "Problemas posicionando el cursor.\n" ); |
| 18 | fclose( fichero ); |
| 19 | } |

### ftell

Esta función es complementaria a fseek, devuelve la posición actual dentro del fichero.

Su formato es el siguiente:

long ftell(FILE \*pfichero);

El valor que da ftell puede ser usado por fseek para volver a la posición actual.

### fprintf y fscanf

Estas dos funciones trabajan igual que sus equivalentes printf y scanf. La única diferencia es que se puede especificar el fichero sobre el que operar (si se desea puede ser la pantalla para fprintf o el teclado para fscanf).

Los formatos de estas dos funciones son:

int fprintf(FILE \*pfichero, const char \*formato, ...);

int fscanf (FILE \*pfichero, const char \*formato, ...);